**C# Interview Questions and Answers**

In this article, I am going to discuss the most frequently asked

**50 C# Interview Questions and Answers**. This is part 1 of the C# .NET Interview Questions and Answers article series and hence in this article, we are going to discuss frequently asked basic C# Interview Questions and Answers and in our upcoming articles, we will discuss the experienced Interview questions. As part of this article, we are going to discuss the following C# Interview Questions with Answers.

1. **What is COM and what are the disadvantages of COM?**
2. **What .NET Represents?**
3. **What is a Framework and what does the .NET Framework provide?**
4. **Explain CLR and its Execution Process.**
5. **What is exactly .NET?**
6. **What are the language and its need?**
7. **What are Technology and its need?**
8. **What is Visual Studio?**
9. **Explain about BCL.**
10. **What is the Just-In-Time (JIT) compilation?**
11. **What are Metadata and an assembly?**
12. **What are the differences between managed code and unmanaged code?**
13. **What is C#?**
14. **What is the difference between an EXE and a DLL?**
15. **What’s the difference between IEnumerable<T> and List<T>?**
16. **Why is class an abstract data type?**
17. **What are the new features introduced in C# 7?**
18. **Why should you override the ToString() method?**
19. **What is the difference between string keyword and System.String class?**
20. **Are string objects mutable or immutable in C#?**
21. **What do you mean by String objects are immutable?**
22. **What is a verbatim string literal and why do we use it?**
23. **How do you create empty strings in C#?**
24. **What is the difference between System.Text.StringBuilder and System.String?**
25. **How do you determine whether a String represents a numeric value?**
26. **What is the difference between int.Parse and int.TryParse methods?**
27. **What are Properties in C#? Explain with an example?**
28. **What are the different types of properties available in C#?**
29. **What are the advantages of using properties in C#?**
30. **What is a static property? Give an example?**
31. **What is Virtual Property in C#? Give an example?**
32. **What is an Abstract Property in C#? Give an example?**
33. **Can you use virtual, override, or abstract keywords on an accessor of a static property?**
34. **What are the 2 broad classifications of data types available in C#?**
35. **How do you create user-defined data types in C#?**
36. **Difference between int and Int32 in C#**
37. **What are the differences between value types and reference types?**
38. **What do you mean by casting a data type?**
39. **What are the 2 kinds of data type conversions available in C#?**
40. **What is the difference between an implicit conversion and an explicit conversion?**
41. **What is the difference between int.Parse and int.TryParse methods?**
42. **What is Boxing and Unboxing in C#?**
43. **What happens during the process of boxing?**
44. **What are Access Modifiers in C#?**
45. **Can we use all access modifiers for all types?**
46. **Can derived classes have greater accessibility than their base types?**
47. **Can the accessibility of a type member be greater than the accessibility of its containing type?**
48. **Can destructors have access modifiers?**
49. **What do protected internal access modifiers mean?**
50. **Can you specify an access modifier for an enumeration?**

**What is COM?**

1. COM stands for Component Object Model.
2. COM is one of Microsoft Technology. Using this technology we can develop windows applications as well as web applications.

In earlier COM, VB is the programming language that is used to implement windows applications and ASP is used to implement web applications.

**What are the disadvantages of COM?**

The major two disadvantages of COM is

1. Incomplete object-oriented programming means it will not support all the features of OOPs.
2. Platform dependent means COM applications can run on only Windows OS.

**What .NET Represents?**

1. NET stands for Network Enabled Technology.
2. In .NET dot (.) refers to object-oriented and NET refers to the internet.

So the complete .NET means through object-oriented we can implement internet applications.

**What is a Framework?**

A framework is a software. Or we can say that a framework is a collection of many small technologies integrated together to develop applications that can be executed anywhere.

**What does the .NET Framework provide?**

.NET Framework provides two things such as

1. [**BCL (Base Class Libraries)**](https://dotnettutorials.net/lesson/dotnet-framework/)
2. [**CLR (Common Language Runtime)**](https://dotnettutorials.net/lesson/common-language-runtime-dotnet/)

**Explain about BCL.**

1. Base Class Libraries are designed by Microsoft.
2. Without BCL we can’t write any code in .NET so BCL also was known as the Building block of Programs of .NET.
3. These are installed into the machine when we installed the .NET framework into the machine.

BCL contains predefined classes and these classes are used for the purpose of application development. The physical location of BCL is **C:\Windows\assembly**

**Explain CLR and its Execution process.**

CLR is the core component under the [**.NET framework**](https://dotnettutorials.net/lesson/dotnet-program-execution-process/) which is responsible for converting MSIL code into native code and then execution. Let us understand the Execution flow of CLR with an example. Please have a look at the following code.
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In .NET, the code is compiled twice.

1. In 1st compilation source code (High-Level Code) is compiled by the respective language compiler and the language compiler generates intermediate code which is also known as MSIL (Microsoft Intermediate Language) or IL (Intermediate language code) Or Managed code.
2. In the 2nd compilation, MSIL is converted into Native Code (Machine code) using CLR.

Always 1st compilation is slow and 2nd compilation is first.

**What is JIT?**

1. JIT stands for Just-in-time.
2. JIT is the component of CLR that is responsible for converting MSIL code into Native code or Machine code.
3. This Native code or Machine code is directly understandable by the operating system.

**Explain different types of .NET Framework.**

The .Net framework is available in three different types

1. .NET Framework: This is the general version required to run .NET applications on Windows OS only.
2. .NET mono Framework: This is required if we want to run .NET applications on other OS like Unix, Linux, MAC OS, etc.
3. .NET Compact Framework: This is required to run .NET applications on other devices like mobile phones and smartphones.

**Note**: MSIL is only CPU dependent and will run only on Windows OS only using .NET Framework because .NET Framework is designed for Windows OS only.

There is another company known as “NOVEL” that designed a separate framework known as “MONO Framework”. Using this framework we can run MSIL on different OS Like Linux, UNIX, Mac, BSD, OSX, etc. .NET is platform-dependent using the .NET framework but independent using the MONO framework.

**What is not .NET?**

1. .NET is not an Operating system.
2. It is not an application or package.
3. .NET is not a database.
4. It is not an ERP application.
5. .NET is not a Testing Tool.
6. It is not a programming language.

**What is exactly .NET?**

.NET is a framework tool that supports many programming languages and many technologies. It supports 60+ programming languages. In 60+ programming languages, 9 are designed by Microsoft and the remaining are designed by Non-Microsoft.

**Microsoft designed programming languages are as follows**

1. VB.NET
2. C#.NET
3. VC++.NET
4. J#.NET
5. F#.NET
6. Jscript.NET
7. WindowsPowerShell
8. Iron Phyton
9. Iron Ruby

**Technologies supported by the .NET framework are as follows**

1. ASP.NET (Active Server Pages.NET)
2. ADO.NET (Active Data Object.NET)
3. WCF (Windows Communication Foundation)
4. WPF (Windows Presentation Foundation)
5. WWF (Windows Workflow Foundation)
6. AJAX (Asynchronous JavaScript and XML)
7. LINQ (Language Integrated Query)
8. ASP.NET MVC (Model View Controller)
9. ASP.NET WEB API

**What are the language and its need?**

1. A language acts as the mediator between the programmer and the system.
2. It offers some rules and regulations for writing the program.
3. The language also offers some libraries which are required for writing the program.
4. The collection of programs is called software.

**What are Technology and its needs?**

Technology is designed for a particular purpose. For example development of web-related applications in .NET using a technology ASP.NET. But the technology does not offer any specific rules for writing the programs. That’s why technology can’t be implemented individually.

VB.NET, C#.NET both are programming languages. Using these two languages we can implement windows/desktop applications individually. Every language is having its own compiler
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**VB.NET, C#.NET:**

VB.NET and C#.NET both are programming languages. Using these two programming languages we can develop windows applications.

**ASP.NET:**

1. ASP.NET is a part of the .NET Framework.
2. ASP.NET is a technology that provides a set of predefined classes. Using these classes we can implement web applications.
3. ASP.NET is needed language support.

**ADO.NET:**

1. ADO stands for ActiveX Data Objects.
2. The ADO.NET is a .NET database technology.
3. ADO.NET provides a set of predefined classes. Using these predefined classes we can perform the operations with the database server.

**WCF:**

1. WCF stands for Windows Communication Foundation.
2. The WCF is a distributed technology. Using this technology we can implement SOA (Service Oriented Architecture) programming.
3. SOA programming provides communication between heterogeneous applications.
4. Applications that are developed using different technologies or different programming languages are known as heterogeneous applications.

**WPF**:

1. The WPF stands for windows presentation foundation.
2. WPF is a .NET technology using this technology we can create 2D, 3D, graphics, animations for windows application.
3. Using this technology we can also create our own audio/video players and also implement gaming applications.

**LINQ**:

1. LINQ stands for Language Integrated Query.
2. It is query-writing Technology.
3. LINQ offers to write queries in the programming code itself.
4. This concept is introduced in .NET framework 3.5
5. LINQ queries applying in database data and non-database data also.

**What is Visual Studio?**

Visual Studio is a Microsoft IDE tool that is needed to develop applications with the .NET framework. The IDE integrates 3 features

1. Editor
2. Compiler
3. Interpreter

**What is .Net?**

1. .NET is a programming framework created by Microsoft that developers can use to create applications more easily. The framework provides libraries commonly used by developers. The .NET Base Class Libraries (BCL) serves that purpose.
2. The .NET provides language interoperability across several programming languages. Programs are written for .NET Framework execute in a software environment called Common Language Runtime (CLR).
3. CLR is the foundation of the .NET framework which provides services like safety, memory management, garbage collection, and exception handling.
4. CLR manages the execution of code. The code that is managed by CLR is called managed code. Unmanaged code does not get managed by CLR. CLR’s interoperability helps to interact between managed and unmanaged code.
5. Common Language Specification (CLS) and Common Type System (CTS) as part of CLR. CTS is responsible for interpreting data types into a common format. CLS provides the ability of code to interact with code that is written with a different programming language.

**What is the Just-In-Time (JIT) compilation?**

The MSIL is the language that all of the .NET languages compile down to. After they are in this intermediate language, a process called Just-In-Time compilation occurs when resources are used from our application at runtime.

**What is metadata?**

Metadata describes every type and member defined in our code in a Multilanguage form. Metadata stores the following information.

1. Description of assembly.
2. Identity (name, version, culture, public key).
3. The types that are exported
4. Other assemblies that this assembly depends on.
5. Security permissions needed to run.

**What is an assembly?**

Assemblies are the building block of .NET framework applications; they form the fundamental unit of deployment, version control, reuse, and activation scoping and security permissions.

**What are the differences between managed code and unmanaged code?**

This is one of the frequently asked C# Interview Questions and Answers. Let us discuss the difference between them.

**Managed code/methods:**

Machine instructions are in MSIL format and located in assemblies will be executed by the CLR will have the following advantages

1. Memory management to prevent memory leaks in program code.
2. Thread execution
3. Code safety verification
4. Compilation.

**Unmanaged code/ methods:**

The Unmanaged codes are the instructions that are targeted for specific platforms. Unmanaged code will exist in any of the formats.

1. COM/COM+ components
2. Win 32 Dlls/system DLLs
3. As these codes are in native formats of OS, these instructions will be executed faster compared with JIT compilation and execution of managed code.

**What is C#?**

C# is an object-oriented typesafe and managed language that is compiled by the .Net framework to generate Microsoft Intermediate Language.

**What is the difference between an EXE and a DLL?**

This is one of the frequently asked C# Interview Questions and Answers. Let us understand the difference between [**Exe and DLL**](https://dotnettutorials.net/lesson/assembly-dll-exe/). EXE is an executable file and can run by itself as an application whereas DLL is usually consumed by an EXE or by another DLL and we cannot run or execute DLL directly.

For example in .NET compiling a Console Application or a Windows Application generates EXE, whereas compiling a Class Library Project or an ASP.NET web application generates DLL. In the .NET framework, both EXE and DLL are called assemblies.

A DLL can be reused in the application whereas an exe file can never be reused in an application. EXE stands for executable, and DLL stands for Dynamic Link Library

**What’s the difference between IEnumerable<T> and List<T>?**

1. **IEnumerable** is an interface, whereas **List**is one specific implementation of IEnumerable. A list is a class.
2. FOR-EACH loop is the only possible way to iterate through a collection of **IEnumerable** whereas **List**can be iterated using several ways. The list can also be indexed by an int index. The element of a list collection can be added to and removed from and have items inserted at a particular index but these are not possible with a collection of type IEnumerable.
3. **IEnumerable**doesn’t allow random access, whereas **List**does allow random access using the integral index.
4. In general, from a performance standpoint, iterating through **IEnumerable**is much faster than iterating through a **List**.

**Why is class an abstract data type?**

A Class is an Abstract Data Type because it specifies what data members and member functions (methods) contain in it (class), but it does not provide information on how those are implemented. That makes Class Abstract and Class is User Defined DataType. So, it’s an Abstract Data Type

**What are the new features introduced in C# 7?**

This is a very commonly asked C# interview question. This question is basically asked to check if you are passionate about catching up with the latest technological advancements. The list below shows the new features that are introduced in C# 7. Let’s have a look at the new features that are introduced as part of C# 7

1. Out variables
2. Pattern matching
3. Digit Separators
4. Tuples
5. Deconstruction (Splitting Tuples)
6. Local functions
7. Literal improvements
8. Ref returns and locals
9. Generalized async return types
10. More expression-bodied members
11. Throw expressions
12. Discards
13. Async main
14. Default literal expressions
15. Inferred tuple element names

**Why should you override the ToString() method?**

This C# Interview Question is one of the most frequently asked .NET questions. All types in .Net inherit from the **System.Object** class directly or indirectly. Because of this inheritance, every type in .Net inherits the ToString() method from System.Object class. To understand this better, please have a look at the example.
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In the above example **Number.ToString()** method will correctly give the string representation of int 10, when we call the ToString() method. If we have any user-defined class like Customer class as shown in the below example and when we call the ToString() method the output does not make any sense i.e. in the output you simple get the class name.

**public** **class** Customer

**{**

**public** string FirstName;

**public** string LastName;

**}**

**public** **class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Customer C = new Customer**()**;

C.FirstName = "David";

C.LastName = "Boon";

Console.WriteLine**(**C.ToString**())**;

**}**

**}**

But what if we want to print the first name and last name of the customer when we call the toString method on the customer object. Then we need to override the ToString() method, which is inherited from the **System.Object** class. The code sample below shows how to override the ToString() method in a class, that would give the output what we want.

**public** **class** Customer

**{**

**public** string FirstName;

**public** string LastName;

**public** **override** string ToString**()**

**{**

**return** LastName + ", " + FirstName;

**}**

**}**

**public** **class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Customer C = new Customer**()**;

C.FirstName = "David";

C.LastName = "Boon";

Console.WriteLine**(**C.ToString**())**;

**}**

**}**

**What is the difference between string keyword and System.String class?**

Actually there is no difference. The**string** keyword is an alias for **System.String** class. Therefore **System.String** and **string** keywords both are the same, and we can use whichever naming convention we prefer. The String class provides many methods for safely creating, manipulating, and comparing strings.

**Are string objects mutable or immutable?**

String objects are immutable.

**What do you mean by String objects are immutable?**

This C# Interview Question is frequently asked .NET Interviews. String objects are immutable means they cannot be changed once they are created. All of the String methods and C# operators that appear to modify a string actually return the results in a new string object. In the following example, when the contents of s1 and s2 are concatenated to form a single string, the two original strings are unmodified. The += operator creates a new string that contains the combined contents. That new object is assigned to the variable s1, and the original object that was assigned to s1 is released for garbage collection because no other variable holds a reference to it.

string s1 = "First String ";

string s2 = "Second String";

// Concatenate s1 and s2. This actually creates a new

// string object and stores it in s1, releasing the

// reference to the original object.

s1 += s2;

System.Console.WriteLine**(**s1**)**;

// Output: First String Second String

**What will be the output of the following code?**

string str1 = "Hello ";

string str2 = str1;

str1 = str1 + "C#";

System.Console.WriteLine**(**str2**)**;

The output of the above code is “Hello” and not “Hello C#”. This is because, if you create a reference to a string, and then “modify” the original string, the reference will continue to point to the original object instead of the new object that was created when the string was modified.

**What is a verbatim string literal and why do we use it?**

The “@” symbol is the verbatim string literal. Use verbatim strings for convenience and better readability when the string text contains backslash characters, for example in file paths. Because verbatim strings preserve newline characters as part of the string text, they can be used to initialize multiline strings. Use double quotation marks to embed a quotation mark inside a verbatim string. The following example shows some common uses for verbatim strings:

string ImagePath = @"C:\Images\Buttons\SaveButton.jpg";

//Output: C:\Images\Buttons\SaveButton.jpg

string MultiLineText = @"This is multiline

Text written to be in

three lines.";

/\* Output:

This is multiline

Text written to be in

three lines.

\*/

string DoubleQuotesString = @"My Name is ""Pranaya.""";

//Output: My Name is "Pranaya."

**Will the following code compile and run?**

**string str = null;**  
**Console.WriteLine(str.Length);**

The above code will compile but at runtime **System.NullReferenceException** will be thrown.

**How do you create empty strings in C#?**

Using string.empty as shown in the example below.

**string EmptyString = string.empty;**

**What is the difference between System.Text.StringBuilder and System.String?**

This is one of the frequently asked C#.NET Interview Questions. Objects of type StringBuilder are mutable whereas objects of type System.String is immutable. As StringBuilder objects are mutable, they offer better performance than string objects of type System.String. The StringBuilder class is present in System.Text namespace where String class is present in System namespace.

**How do you determine whether a String represents a numeric value?**

To determine whether a String represents a numeric value, we can use the **TryParse** method as shown in the example below. If the string contains non-numeric characters or the numeric value is too large or too small for the particular type you have specified, TryParse returns false and sets the out parameter to zero. Otherwise, it returns true and sets the out parameter to the numeric value of the string.

string str = "One";

**int** i = 0;

**if(int**.TryParse**(**str,out i**))**

**{**

Console.WriteLine**(**"Yes string contains Integer and it is " + i**)**;

**}**

**else**

**{**

Console.WriteLine**(**"string does not contain Integer"**)**;

**}**

**What is the difference between int.Parse and int.TryParse methods?**

The parse method throws an exception if the string you are trying to parse is not a valid number whereas TryParse returns false and does not throw an exception if parsing fails. Hence TryParse is more efficient than Parse.

**What are Properties in C#? Explain with an example?**

It is one of the frequently asked C# Interview Questions. Properties in C# are class members that provide a flexible mechanism to read, write, or compute the values of private fields. Properties can be used as if they are public data members, but they are actually special methods called accessors. This enables data to be accessed easily and still helps promote the safety and flexibility of methods.

In the example below \_firstName and \_lastName are private string variables that are accessible only inside the Customer class. \_firstName and \_lastName are exposed using FirstName and LastName public properties respectively. The get property accessor is used to return the property value, and a set accessor is used to assign a new value. These accessors can have different access levels. The value keyword is used to define the value being assigned by the set accessor. The FullName property computes the full name of the customer. The FullName property is read-only because it has only the get accessor. Properties that do not implement a set accessor are read-only.

The code block for the get accessor is executed when the property is read and the code block for the set accessor is executed when the property is assigned a new value.

**class** Customer

**{**

// Private fileds not accessible outside the class.

**private** string \_firstName = string.Empty;

**private** string \_lastName = string.Empty;

**private** string \_coutry = string.Empty;

// public FirstName property exposes \_firstName variable

**public** string FirstName

**{**

**get**

**{**

**return** \_firstName;

**}**

**set**

**{**

\_firstName = **value**;

**}**

**}**

// public LastName property exposes \_lastName variable

**public** string LastName

**{**

**get**

**{**

**return** \_lastName;

**}**

**set**

**{**

\_lastName = **value**;

**}**

**}**

// FullName property is readonly and computes customer full name.

**public** string FullName

**{**

**get**

**{**

**return** \_lastName + ", " + \_firstName;

**}**

**}**

//Country Property is Write Only

**public** string Country

**{**

**set**

**{**

\_coutry = **value**;

**}**

**}**

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Customer CustomerObject = new Customer**()**;

//This line will call the set accessor of FirstName Property

CustomerObject.FirstName = "David";

//This line will call the set accessor of LastName Property

CustomerObject.LastName = "Boon";

//This line will call the get accessor of FullName Property

Console.WriteLine**(**"Customer Full Name is : " + CustomerObject.FullName**)**;

**}**

**}**

**What are the different types of properties available in C#?**

In C#, there are three types of Properties available. They are shown in the following image.

1. **Read-Only Properties:**Properties without a set accessor are considered read-only. In our example, FullName is a read-only property.
2. **Write Only Properties:**Properties without a get accessor are considered write-only. In our example, the Country is a write-only property.
3. **Read Write Properties:**Properties with both a get and set accessor are considered read-write properties. In our example, FirstName and LastName are read-write properties.

**What are the advantages of using properties in C#?**

1. Properties can validate data before allowing a change.
2. It can transparently expose data on a class where that data is actually retrieved from some other source such as a database.
3. Properties can take action when data is changed, such as raising an event or changing the value of other fields.

**What is a static property? Give an example?**

A property that is marked with a static keyword is considered as a static property. This makes the property available to callers at any time, even if no instance of the class exists. In the example below PI is a static property.
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**What is Virtual Property in C#? Give an example?**

This is one of the most frequently asked C#.NET Interview Questions. A property that is marked with a virtual keyword is considered virtual property. Virtual properties enable derived classes to override the property behavior by using the override keyword. In the example below FullName is a virtual property in the Customer class. BankCustomer class inherits from Customer class and overrides the FullName virtual property. In the output, you can see the overridden implementation. A property overriding a virtual property can also be sealed, specifying that for derived classes it is no longer virtual.

**class** Customer

**{**

**private** string \_firstName = string.Empty;

**private** string \_lastName = string.Empty;

**public** string FirstName

**{**

**get**

**{**

**return** \_firstName;

**}**

**set**

**{**

\_firstName = **value**;

**}**

**}**

**public** string LastName

**{**

**get**

**{**

**return** \_lastName;

**}**

**set**

**{**

\_lastName = **value**;

**}**

**}**

// FullName is virtual

**public** **virtual** string FullName

**{**

**get**

**{**

**return** \_lastName + ", " + \_firstName;

**}**

**}**

**}**

**class** BankCustomer : Customer

**{**

// Overriding the FullName virtual property derived from customer class

**public** **override** string FullName

**{**

**get**

**{**

**return** "Mr. " + FirstName + " " + LastName;

**}**

**}**

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

BankCustomer BankCustomerObject = new BankCustomer**()**;

BankCustomerObject.FirstName = "David";

BankCustomerObject.LastName = "Boon";

Console.WriteLine**(**"Customer Full Name is : " + BankCustomerObject.FullName**)**;

**}**

**}**

**What is an Abstract Property in C#? Give an example?**

A property that is marked with the abstract keyword is considered abstract property. An abstract property should not have any implementation in the class. The derived classes must write their own implementation. In the example below FullName property is abstract in the Customer class. BankCustomer class overrides the inherited abstract FullName property with its own implementation.

**using** *System;*

**abstract** **class** Customer

**{**

**private** string \_firstName = string.Empty;

**private** string \_lastName = string.Empty;

**public** string FirstName

**{**

**get**

**{**

**return** \_firstName;

**}**

**set**

**{**

\_firstName = **value**;

**}**

**}**

**public** string LastName

**{**

**get**

**{**

**return** \_lastName;

**}**

**set**

**{**

\_lastName = **value**;

**}**

**}**

// FullName is abstract

**public** **abstract** string FullName

**{**

**get**;

**}**

**}**

**class** BankCustomer : Customer

**{**

// Overriding the FullName abstract property derived from customer class

**public** **override** string FullName

**{**

**get**

**{**

**return** "Mr. " + FirstName + " " + LastName;

**}**

**}**

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

BankCustomer BankCustomerObject = new BankCustomer**()**;

BankCustomerObject.FirstName = "David";

BankCustomerObject.LastName = "Boon";

Console.WriteLine**(**"Customer Full Name is : " + BankCustomerObject.FullName**)**;

**}**

**}**

**Can you use virtual, override, or abstract keywords on an accessor of a static property?**

No, it is a compile-time error to use a virtual, abstract, or override keywords on an accessor of a static property.

**Is C# a strongly-typed language?**

Yes

**What are the 2 broad classifications of data types available in C#?**

1. Built-in data types.
2. User-defined data types.

**Give some examples of built-in data types in C#?**

1. Int
2. Float
3. Bool

**How do you create user-defined data types in C#?**

You use the struct, class, interface, and enum constructs to create your own custom types. The .NET Framework class library itself is a collection of custom types provided by Microsoft that you can use in your own applications.

**Difference between int and Int32 in C#**

This is one of the frequently asked C# Interview Questions and Answers. **Int32**and **int**are **synonymous**, both of them allow us to create a 32-bit integer. int is shorthand notation (alias) for Int32. When declaring an integer in a c# program most of us prefer using int over Int32. Whether we use **int**or **Int32**to create an integer, the behavior is identical.
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I think the only place where **Int32**is not allowed is when creating an enum. The following code will raise a compiler error stating – **Type byte, sbyte, short, ushort, int, uint, long, or ulong expected.**

enum Test : Int32

**{**

abc = 1

**}**

**The following code will compile just fine**

enum Test: **int**

**{**

abc = 1

**}**

**I can think of only the following minor differences between int and Int32**

1. One of the differences is in readability. When we use Int32, we are being explicit about the size of the variable.
2. To use Int32, either we need to use using System declaration or specify the fully qualified name (System.Int32) whereas with int it is not required.

**What are the 2 types of data types available in C#?**

1. Value Types
2. Reference Types

**If you define a user-defined data type by using the struct keyword, Is it a value type or reference type?**

Value Type

**If you define a user-defined data type by using the class keyword, Is it a value type or reference type?**

Reference type

**Are Value types sealed?**

Yes, Value types are sealed.

**What is the base class from which all value types are derived?**

System.ValueType

**Give examples of value types?**

1. Enum
2. Struct

**Give examples for reference types?**

1. Class
2. Delegate
3. Array
4. Interface

**What are the differences between value types and reference types?**

This is one of the frequently asked C# Interview Questions and Answers. Value types are stored on the stack whereas reference types are stored on the managed heap. The Value type variables directly contain their values whereas reference variables hold only a reference to the location of the object that is created on the managed heap.

There is no heap allocation or garbage collection overhead for value-type variables. As reference types are stored on the managed heap, they have the overhead of object allocation and garbage collection.

Value Types cannot inherit from another class or struct. Value types can only inherit from interfaces. Reference types can inherit from another class or interface.

My understanding is that just because structs inherit from System.ValueType, they cannot inherit from another class, because we cannot do multiple class inheritance.

Structs can inherit from System.ValueType class but cannot be inherited by any other types like Structs or Class. In other words, Structs are like Sealed classes that cannot be inherited.

**What do you mean by casting a data type?**

Converting a variable of one data type to another data type is called casting. This is also called data type conversion.

**What are the 2 kinds of data type conversions available in C#?**

**Implicit conversions:**No special syntax is required because the conversion is typesafe and no data will be lost. Examples include conversions from smaller to larger integral types and conversions from derived classes to base classes.

**Explicit conversions:**Explicit conversions require a cast operator. The source and destination variables are compatible, but there is a risk of data loss because the type of the destination variable is a smaller size than (or is a base class of) the source variable.

**What is the difference between an implicit conversion and an explicit conversion?**

Explicit conversions require a cast operator whereas an implicit conversion is done automatically. The Explicit conversion can lead to data loss whereas with implicit conversions there is no data loss.

**What type of data type conversion happens when the compiler encounters the following code?**

**ChildClass CC = new ChildClass();**  
**ParentClass PC = new ParentClass();**

**Implicit Conversion:** For reference types, an implicit conversion always exists from a class to any one of its direct or indirect base classes or interfaces. No special syntax is necessary because a derived class always contains all the members of a base class.

**Will the following code compile?**

**double d = 9999.11;**  
**int i = d;**

No, the above code will not compile. Double is a larger data type than the integer. An implicit conversion is not done automatically because there is a data loss. Hence we have to use explicit conversion as shown below.

**double d = 9999.11;**  
**int i = (int)d; //Cast double to int.**

**If you want to convert a base type to a derived type, what type of conversion do you use?**

Explicit conversion as follows. Create a new derived type.  
**Car C1 = new Car();**

Implicit conversion to the base type is safe.  
**Vehicle V = C1;**

Explicit conversion is required to cast back to the derived type. The code below will compile but throw an exception at runtime if the right-side object is not a Car object.  
**Car C2 = (Car) V;**

**What operators can be used to cast from one reference type to another without the risk of throwing an exception?**

The is and as operators can be used to cast from one reference type to another without the risk of throwing an exception.

**If casting fails what type of exception is thrown?**

**InvalidCastException**

**What is the difference between int.Parse and int.TryParse methods?**

This is one of the frequently asked C# Interview Questions and Answers. The parse method throws an exception if the string you are trying to parse is not a valid number whereas TryParse returns false and does not throw an exception if parsing fails. Hence TryParse is more efficient than Parse.

**What are Boxing and Unboxing?**

**Boxing**– Converting a value type to reference type is called boxing. An example is shown below.  
**int i = 101;**  
**object obj = (object)i; // Boxing**

**Unboxing** – Converting a reference type to a value type is called unboxing. An example is shown below.

**obj = 101;**  
**i = (int)obj; // Unboxing**

**Is boxing an implicit conversion?**

Yes, boxing happens implicitly.

**Is unboxing an implicit conversion?**

No, unboxing is an explicit conversion.

**What happens during the process of boxing?**

This is one of the frequently asked C# Interview Questions and Answers. Boxing is used to store value types in the garbage-collected heap. Boxing is an implicit conversion of a value type to the type object or to any interface type implemented by this value type. Boxing a value type allocates an object instance on the heap and copies the value into the new object. Due to this boxing and unboxing can have a performance impact.

**What are Access Modifiers in C#?**

This is one of the frequently asked C# Interview Questions and Answers. In C# there are 5 different types of Access Modifiers.

1. **Public:** The public type or member can be accessed by any other code in the same assembly or another assembly that references it.
2. **Private:** The type or member can only be accessed by code in the same class or struct.
3. **Protected:** The type or member can only be accessed by code in the same class or struct, or in a derived class.
4. **Internal:** The type or member can be accessed by any code in the same assembly, but not from another assembly.
5. **Protected Internal:**The type or member can be accessed by any code in the same assembly, or by any derived class in another assembly.

**What are Access Modifiers used for?**

Access Modifiers are used to control the accessibility of types and members within the types.

**Can we use all access modifiers for all types?**

No, not all access modifiers can be used by all types of members in all contexts, and in some cases, the accessibility of a type member is constrained by the accessibility of its containing type.

**Can derived classes have greater accessibility than their base types?**

No, Derived classes cannot have greater accessibility than their base types. For example, the following code is illegal.

![Access Modifiers Interview Questions in C# with Answers](data:image/png;base64,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)

When we compile the above code an error will be generated stating “**Inconsistent accessibility: base class InternalBaseClass is less accessible than class PublicDerivedClass**“. To make this simple, you cannot have a public class **PublicDerivedClass** that derives from an internal class **InternalBaseClass**. If this were allowed, it would have the effect of making public, because all protected or internal members of A are accessible from the derived class.

**Is the following code legal in C#?**

**private** **class** Test

**{**

**public** **static** **void** Main**()**

**{**

**}**

**}**

No, a compile-time error will be generated stating **“Namespace elements cannot be explicitly declared as private, protected, or protected internal“**

**Can you declare struct members as protected?**

No, struct members cannot be declared protected. This is because structs do not support inheritance.

**Can the accessibility of a type member be greater than the accessibility of its containing type?**

No, the accessibility of a type member can never be greater than the accessibility of its containing type. For example, a public method declared in an internal class has only internal accessibility.

**Can destructors have access modifiers?**

No, destructors cannot have access modifiers.

**What does protected internal access modifiers mean?**

The protected internal access means protected OR internal, not protected, AND internal. In simple terms, a protected internal member is accessible from any class in the same assembly, including derived classes. To limit access to only derived classes in the same assembly, declare the class itself internal, and declare its members as protected.

**What is the default access modifier for a class, struct, and an interface declared directly with a namespace?**

internal

**Will the following code compile in C#?**

**interface** IInterface

**{**

**public** **void** Save**()**;

**}**

No, you cannot specify the access modifier for an interface member. Interface members are always public.

**Can you specify an access modifier for an enumeration?**

Enumeration members are always public, and no access modifiers can be specified.

**Inheritance and Interface Interview Questions in C# with Answers**

In this article, I am going to discuss the most frequently asked **Inheritance and Interface Interview Questions and Answers in C#**. Please read our previous article where we discussed the most frequently asked [**C# Interview Questions**](https://dotnettutorials.net/lesson/basic-csharp-interview-questions/) and Answers. As part of this article, we are going to discuss the following **Inheritance and Interface Interview Questions in C#** with answers.

1. **What are the 4 pillars of any object-oriented programming language?**
2. **Do structs support inheritance in C#?**
3. **What is the main advantage of using inheritance in C#?**
4. **Does C# support multiple class inheritance?**
5. **Why does C# not support multiple class inheritance?**
6. **What are the differences between interfaces and abstract classes?**
7. **When do you choose interface over an abstract class or vice versa?**
8. **What are the advantages of using interfaces?**
9. **Can an Interface contain fields?**
10. **What is the difference between class inheritance and interface inheritance?**
11. **Can an interface inherit from another interface?**
12. **Can you create an instance of an interface?**
13. **What do you mean by “Explicitly Implementing an Interface”? Give an example?**
14. **When to use Interface?**

**What are the 4 pillars of any object-oriented programming language?**

1. Abstraction
2. Inheritance
3. Encapsulation
4. Polymorphism

**Do structs support inheritance?**

No, structs do not support [**inheritance**](https://dotnettutorials.net/lesson/inheritance-c-sharp/), but they can implement interfaces.

**What is the main advantage of using inheritance?**

Code reuse

**Is the following code legal?**

**class** ChildClass : ParentClassA, ParentClassB

**{**

**}**

No, a child class can have only one base class. We cannot specify 2 base classes at the same time. C# supports single class inheritance only. Therefore, we can specify only one base class to inherit from. However, it does allow [**multiple interface inheritance**](https://dotnettutorials.net/lesson/multiple-inheritance-csharp/).

**Does C# support multiple class inheritance?**

No, C# supports single class inheritance only. However, classes can implement [**multiple interfaces**](https://dotnettutorials.net/lesson/multiple-inheritance-csharp/) at the same time.

**Why does C# not support multiple class inheritance?**

C# does not support multiple class inheritance because of the diamond problem that is associated, with multiple class inheritance. Let us understand the diamond problem of multiple class [**inheritance**](https://dotnettutorials.net/lesson/inheritance-c-sharp/)with an example.
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As shown in the image above, I have 2 classes – Class B and Class C and Both of these classes are inherited from Class A. Now, we have another class i.e. Class D which is inherited from both Class B and Class C

So if a method in Class D calls a method defined in Class A and Class D has not overridden the invoked method. But both Class B and Class C have overridden the same method differently. Now, the ambiguity is, from which class does, Class D inherits the invoked method: Class B, or Class C?

In order not to have these problems, C# does not support multiple class inheritance.

**What is the difference between interfaces and abstract classes?**

There are several differences between an abstract class and an [**interface**](https://dotnettutorials.net/lesson/interface-c-sharp/)as listed below.

1. Abstract classes can have implementations for some of their members, but the interface can’t have the implementation for any of its members.
2. Interfaces cannot have fields where an abstract class can have fields.
3. An interface can inherit from another [**interface**](https://dotnettutorials.net/lesson/interface-c-sharp/)only and cannot inherit from an abstract class whereas an abstract class can inherit from another abstract class or another interface.
4. A class can inherit from [**multiple interfaces**](https://dotnettutorials.net/lesson/multiple-inheritance-csharp/) at the same time, whereas a class cannot inherit from multiple abstract classes at the same time.
5. Abstract class members can have access modifiers where as interface members cannot have access modifiers as they are by default public.

**When do you choose interface over an abstract class or vice versa?**

If we have an implementation (function with the body) that will be the same for all the derived classes, then it is better to go for an abstract class instead of an interface. When we have an interface, we can move our implementation to any class that implements the interface. Whereas, when we have an abstract class, we can share implementation for all derived classes in one central place, and avoid code duplication in derived classes.

**What are the advantages of using interfaces?**

This is the **most commonly asked interview question**. This interview question is being asked in almost all the dot net interviews. It is very important that we understand all the concepts of interfaces and abstract classes. Interfaces are very powerful. If properly used, **interfaces provide all the advantages** as listed below.

1. Interfaces allow us to implement polymorphic behavior. Of course, abstract classes can also be used to implement polymorphic behavior.
2. The Interfaces allow us to develop very loosely coupled systems.
3. Interfaces enable mocking for better unit testing.
4. The Interfaces enable us to implement multiple [**inheritances in C#**](https://dotnettutorials.net/lesson/inheritance-c-sharp/).
5. Interfaces are great for implementing Inversion of Control or Dependency Injection.
6. The Interfaces enable parallel application development.

**Can an Interface contain fields?**

No, an Interface cannot contain fields

**What is the difference between class inheritance and interface inheritance?**

Classes and structs can inherit from interfaces just like how classes can inherit a base class or struct. However, there are 2 differences.

A class or a struct can inherit from more than one [**interface**](https://dotnettutorials.net/lesson/interface-c-sharp/)at the same time whereas a class or a struct cannot inherit from more than one class at the same time

When a class or struct inherits an interface, it inherits only the method names and signatures, because the interface itself contains no implementations.

**Can an interface inherit from another interface?**

Yes, an interface can inherit from another interface. It is possible for a class to inherit an interface multiple times, through base classes or interfaces it inherits. In this case, the class can only implement the interface one time, if it is declared as part of the new class. If the inherited interface is not declared as part of the new class, its implementation is provided by the base class that declared it. It is possible for a base class to implement interface members using virtual members; in that case, the class inheriting the interface can change the interface behavior by overriding the virtual members.

**Can you create an instance of an interface?**

No, we cannot create an instance of an interface.

**If a class inherits an interface, what are the 2 options available for that class?**

**Option1:** Provide Implementation for all the members, inherited from the interface.

**Option2:** If the class does not wish to provide Implementation for all the members inherited from the interface, then the class has to be marked as abstract.

**What do you mean by “Explicitly Implementing an Interface”? Give an example?**

If a class is implementing the inherited interface member by prefixing the name of the interface, then the class is “Explicitly Implementing an Interface member”. The disadvantage of Explicitly Implementing an [**Interface**](https://dotnettutorials.net/lesson/interface-c-sharp/)member is that the class object has to be typecasted to the interface type to invoke the interface member. An example is shown below.

**namespace** *Interfaces*

**{**

**interface** Car

**{**

**void** Drive**()**;

**}**

**class** Demo : Car

**{**

// Explicit implementation of an interface member

**void** Car.Drive**()**

**{**

Console.WriteLine**(**"Drive Car"**)**;

**}**

**static** **void** Main**()**

**{**

Demo DemoObject = new Demo**()**;

//DemoObject.Drive();

// Error: Cannot call explicitly implemented interface method

// using the class object.

// Type cast the demo object to interface type Car

**((**Car**)**DemoObject**)**.Drive**()**;

**}**

**}**

**}**

**When to use Interface?**

If your child classes should implement a certain group of methods/functionalities but each of the child classes is free to provide its own implementation then use interfaces.

**Abstract and Sealed Class Interview Questions in C#**

**Abstract and Sealed Class Interview Questions in C#**

In this article, I am going to discuss the most frequently asked **Abstract and Sealed Class Interview Questions in C#** with Answers. Please read our previous article where we discussed the most frequently asked [**Interface and Inheritance Interview Questions and Answers**](https://dotnettutorials.net/lesson/inheritance-interface-interview-questions-answers-csharp/) in C#. As part of this article, we are going to discuss the following Abstract and Sealed Class Interview Questions in C# with answers.

1. **When to use Abstract Classes in C#?**
2. **What is an Abstract Class?**
3. **Can you create an instance of an abstract class?**
4. **What is a Sealed Class?**
5. **What is the abstract method in C#?**
6. **When to use the abstract method?**
7. **Can a sealed class be used as a base class?**
8. **Can an abstract class have a constructor? If so what is the use?**
9. **We cannot create an instance of an abstract class. So, what is the use of a constructor in an abstract class?**
10. **An abstract method in an abstract class does not have any implementation, so what is the use of calling it from the abstract class constructor?**
11. **When should a class be declared as abstract?**
12. **When should a method be declared as sealed?**
13. **What is the difference between the private and sealed method?**
14. **When should a class be declared as sealed?**
15. **What are the differences between an abstract class and a sealed class?**
16. **Why should the method have an abstract keyword if it does not have the body?**
17. **What are the characteristics of an abstract class?**
18. **Why can the abstract class not be instantiated?**
19. **Who will provide the implementation (body) for abstract methods?**
20. **What type of members can we define in an abstract class?**
21. **Will abstract class members are created when a subclass object is created?**
22. **How can we execute static and non-static concrete members of the abstract class?**
23. **Can we declare the abstract method as static?**
24. **Can we declare the concrete class as abstract?**
25. **Explain the differences between overriding methods and abstract methods?**
26. **What is the need for abstract classes in application development?**

**When to use Abstract Classes in C#?**

When we have a requirement where our base class should provide the default implementation of certain methods whereas other methods should be open to being overridden by child classes use abstract classes.

**What is an Abstract Class in C#?**

A class that is declared by using the keyword abstract is called an abstract class. An abstract class is a partially implemented class used for developing some of the operations which are common for all next level subclasses. So it contains both abstract methods, concrete methods including variables, properties, and indexers.

It is always created as a superclass next to the interface in the object inheritance hierarchy for implementing common operations from the interface.

An abstract class may or may not have abstract methods. But if a class contains an abstract method then it must be declared as abstract. The abstract class cannot be instantiated directly. It’s compulsory to create/derive a new class from an abstract class in order to provide the functionality to its abstract functions.

**Can you create an instance of an abstract class?**

No, abstract classes are incomplete and we cannot create an instance of an abstract class.

**What is a Sealed Class?**

A sealed class is a class that cannot be inherited from. That means if we have a class called Customer that is marked as sealed. No other class can inherit from the Customer class.

**What is the abstract method?**

A method that does not have the body is called an abstract method. It is declared with the modifier abstract. It contains only the Declaration/signature and does not contain the implementation/ body of the method. An abstract function should be terminated with a semicolon. Overriding of an abstract function is compulsory.

**When to use the abstract method?**

Abstract methods are usually declared where two or more subclasses are expected to fulfill a similar role in different ways.

**Can a sealed class be used as a base class?**

No, the sealed class cannot be used as a base class. A compile-time error will be generated.

**Can an abstract class have a constructor? If so what is the use?**

Yes, an abstract class can have a constructor. In general, a class constructor is used to initialize fields. Along the same lines, an abstract class constructor is used to initialize fields of the abstract class. We would provide a constructor for an abstract class if we want to initialize certain fields of the abstract class before the instantiation of a child-class takes place. An abstract class constructor can also be used to execute code that is relevant for every child’s class. This prevents duplicate code.

**We cannot create an instance of an abstract class. So, what is the use of a constructor in an abstract class?**

Though we cannot create an instance of an abstract class, we can create instances of the classes that are derived from the abstract class. So, when an instance of a derived class is created, the parent abstract class constructor is automatically called.

**Note:**Abstract classes can’t be directly instantiated. The abstract class constructor gets executed through a derived class. So, it is a good practice to use a protected access modifier with the abstract class constructor. Using public doesn’t make sense.

**An abstract method in an abstract class does not have any implementation, so what is the use of calling it from the abstract class constructor?**

If we want the abstract method to be invoked automatically whenever an instance of the class that is derived from the abstract class is created, then we would call it in the constructor of the abstract class.

**When should a class be declared as abstract?**

A class should be declared as abstract

1. When If it has any abstract methods
2. If it does not provide implementation to any of the abstract methods it inherited
3. When it does not provide implementation to any of the methods of an interface

**When should a method be declared as sealed in C#?**

If we don’t want to allow subclasses to override the superclass method and to ensure that all sub-classes use the same superclass method logic then that method should be declared as sealed.

The sealed method cannot be overridden in sub-classes violation leads to a Compile-time error:

**What is the difference between the private and sealed method in C#?**

The private method is not inherited whereas the sealed method is inherited but cannot be overridden. So private method cannot be called from sub-classes whereas the sealed method can be called from sub-classes. The same private method can be defined in sub-class and it does not lead to Compile-time error.

**When should a class be declared as sealed?**

In the below situations we must define the class as sealed

1. If we don’t want to override all the methods of our class in sub-classes.
2. If we don’t want to extend our class functionality.

**What are the differences between an abstract class and a sealed class in C#?**
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**Why should the method have an abstract keyword if it does not have the body?**

In a class, we are allowed only to define a class with the body. Since we are changing its default property (which means removing its body) it must have the abstract keyword in its prototype.

**What are the characteristics of an abstract class in C#?**

1. The abstract class can contain both abstract methods and non-abstract (concrete) methods.
2. It can contain both static and instance variables.
3. The abstract class cannot be instantiated but its reference can be created.
4. If any class contains abstract methods then it must be declared by using the keyword abstract.
5. An abstract class can contain sealed methods.
6. The abstract method or class cannot be declared as sealed.
7. A subclass of an abstract class can only be instantiated if it implements all of the abstract methods of its superclass. Such classes are called concrete classes to differentiate them from abstract classes.

**Why can the abstract class not be instantiated?**

Because it is not fully implemented in the class as its abstract methods cannot be executed. If the compiler allows us to create the object for the abstract class, then we can invoke the abstract method using that object which cannot be executed by CLR at runtime. Hence to restrict calling abstract methods, the compiler does not allow us to instantiate an abstract class.

**Who will provide the implementation (body) for abstract methods?**

Sub-class developers provide the body for abstract methods according to their business requirements. Basically, in projects, abstract methods (method prototype) are defined by the superclass developer and they are implemented by sub-class developers.

**What type of members can we define in an abstract class?**

We can define all static and non-static members including properties, fields, indexes, and also abstract methods.

**Will abstract class members are created when a subclass object is created?**

**Yes,** its non-static members get memory when its concrete sub-class object is created.

**How can we execute static and non-static concrete members of the abstract class?**

Static members can be executed directly from its main method and its non-static members are executed by using its concrete sub-class object.

**Can we declare the abstract method as static?**

No, we are not allowed to declare the abstract method as static. It leads to CE: the illegal combination of modifier abstract and static. If the compiler allows us to declare it as static, it can be invoked directly which cannot be executed by CLR at runtime. Hence to restrict in calling abstract methods compiler does not allow us to declare the abstract method as static.

**Can we declare the concrete class as abstract?**

Yes, it is allowed. Defining a class as abstract is a way of preventing someone from instantiating a class that is supposed to be extended first. To ensure our class non-static members are only accessible via sub-class object we should declare the concrete class as abstract.

**Explain the differences between overriding methods and abstract methods in C#?**

The concept of the abstract method is similar to the concept of method overriding because in method overriding if a Parent class contains any **virtual** methods in it, then those methods can be re-implemented under the child class by using the **override** modifier.

In a similar way, if a parent class contains any **abstract** methods in it, those abstract methods must be implemented under the child class by using the same **override** modifier.

The main difference between method overriding and abstract method is in the case of method overriding the child class re-implementing the method is optional but in the case of the abstract method, the child class implementing the method is mandatory.

**What is the need for abstract classes in application development?**

The concepts of abstract methods and abstract classes are an extension to the inheritance wherein inheritance we have been discussing that with the help of a parent class we can provide property to the child class that can be consumed by the child classes which gives us re-usability.

Along with the parent providing property to the children, the parent can also impose the restriction on the children with the help of abstract methods so that all the child classes have to full fill the restriction without failing.

**Polymorphism Interview Questions and Answers in C#**

**Polymorphism Interview Questions and Answers in C#**

In this article, I am going to discuss the most frequently asked **Polymorphism Interview Questions and Answers in C#**. Please read our previous article where we discussed the most frequently asked [**Abstract and Sealed Class Interview Questions in C#**](https://dotnettutorials.net/lesson/abstract-class-sealed-class-interview-questions-csharp/) with Answers. As part of this article, we are going to discuss the following Polymorphism Interview Questions in C# with Answers.

1. **What is Polymorphism in C#?**
2. **Explain the different types of Polymorphism in C#?**
3. **What is compile-time Polymorphism in C#?**
4. **What is Runtime Polymorphism in C#?**
5. **Explain different types of Overloading in C#?**
6. **What is function overloading?**
7. **When should we overload methods in C#?**
8. **What are the advantages of using overloading OR what are the disadvantages if we define methods with a different name?**
9. **When is a method considered as an overloaded method?**
10. **Can we overload methods in the same class?**
11. **What is the execution control flow of overloaded methods?**
12. **What is inheritance based overloading?**
13. **What is the function/method overriding?**
14. **When must a method be overridden?**
15. **When is a sub-class method treated as an overriding method?**
16. **How can we override a parent class method under child class?**
17. **How can we execute the superclass method if it is overridden in the sub-class?**
18. **What is the difference between function overloading and function overriding?**
19. **What is method hiding?**
20. **What is the difference between Method Overriding and Method Hiding?**
21. **When can a derived class override a base class member?**
22. **What is the difference between a virtual method and an abstract method?**
23. **What is the difference between a virtual method and an abstract method?**

**What is Polymorphism in C#?**

Polymorphism is one of the primary pillars of object-oriented programming. It allows us to invoke derived class methods through a base class reference variable during runtime.

In the base class, the method is declared as virtual, and in the derived class, we override the same method. The virtual keyword indicates that the method can be overridden in any derived class.

The word Polymorphism is derived from the Greek word, where Poly means many, and morph means faces/ behaviors. So polymorphism means the ability to take more than one form.

The same function/ operator will show different behaviors when passed different types of values or the different number of values. So in simple words, we can say that behaving in different ways depending upon the input received is known as polymorphism i.e. whenever the input changes automatically the output or the behavior also changes.

**We can implement polymorphism in our application using three different approaches like**

1. Overloading
2. Overriding
3. Hiding

**Overloading again is of three types**

1. [**Method overloading**](https://dotnettutorials.net/lesson/function-overloading-csharp/)
2. Operator overloading
3. Constructor overloading

**Explain the different types of Polymorphism in C#?**

There are two types of polymorphism

1. Static polymorphism/compile-time polymorphism /early binding
2. Dynamic polymorphism / Run-time polymorphism /late binding

**What is compile-time Polymorphism in C#?**

This is one of the frequently asked [**C# Polymorphism interview**](https://dotnettutorials.net/lesson/polymorphism-csharp/) questions. In the case of compile-time polymorphism, the object of the class recognizes which method to be executed for a particular method call at the time of program compilation and binds the method call with method definition.

This happens in the case of overloading because in the case of overloading each method will have a different signature and basing on the method call we can easily recognize the method which matches the method signature. It is also called static [**polymorphism**](https://dotnettutorials.net/lesson/polymorphism-csharp/)or early binding. Static polymorphism is achieved by using function overloading and operator overloading

**What is Runtime Polymorphism in C#?**

This is also one of the frequently asked Polymorphism interview questions in C#. In the case of runtime [**polymorphism**](https://dotnettutorials.net/lesson/polymorphism-csharp/)for a given method call, we can recognize which method has to be executed exactly at runtime but not in compilation time because in the case of overriding and hiding we have multiple methods with the same signature. So which method to be given preference and executed that is identified at runtime and binds the method call with its suitable method. It is also called dynamic polymorphism or late binding. Dynamic polymorphism is achieved by using function overriding.

**Explain different types of Overloading in C#?**

Again overloading is classified into three types, such as

1. [**Method overloading / Function overloading**](https://dotnettutorials.net/lesson/function-overloading-csharp/)
2. Constructor overloading
3. Operator overloading.

**What is function overloading in C#?**

Function overloading and [**method overloading**](https://dotnettutorials.net/lesson/function-overloading-csharp/) terms are used interchangeably. [**Method overloading**](https://dotnettutorials.net/lesson/function-overloading-csharp/) allows a class to have multiple methods with the same name but with a different signature. So in C# functions can be overloaded based on the number, type (int, float, etc), and kind (Value, Ref or Out) of parameters.

The signature of a method consists of the name of the method and the type, kind (value, reference, or output), and the number of its formal parameters. The signature of a method does not include the return type and the params modifiers. So it is not possible to overload a method just based on the return type and params modifier.

A function overloading can be compared with person overloading. If a person has already some work to do and if we are assigning additional work to the person then the person will be overloaded.

In the same way, a function will have already some work to do and if we assign different work to the same function, then we say the function is overloaded. It is an approach of defining multiple methods with the same method name by changing the signature. Changing the signature means we can either change the no of parameters being passed to the method or type of parameters being passed to the method or order of parameters being passed to the function.

**When should we overload methods?**

To execute the same logic with different types of arguments we should overload methods. For example to add two integers, two floats and two strings we should define three methods with the same name as shown in the below application

**What are the advantages of using overloading OR what are the disadvantages if we define methods with a different name?**

If we overload the method, the user of our application gets comfort feeling in using the method with the impression that he/she calling one method bypassing different types of values.

The best example for us is the “WriteLine()” method. It is an overloaded method, not a single method of taking different types of values.

**When is a method considered as an overloaded method?**

If two methods have the same method name those methods are considered overloaded methods.

Then the rule we should check is both methods must have different parameter types/list/order. But there is no rule on return type, non-accessibility modifier and accessibility modifier means overloading methods can have their own return type, non-accessibility modifier, and accessibility modifier because overloading methods are different methods

**Can we overload methods in the same class?**

Yes, it is possible no CE, no RE. Methods can be overloaded in the same or in super and subclasses because overloaded methods are different methods.

But we can’t override the method in the same class it leads to CE: “method is already defined” because overriding methods are the same methods with a different implementation.

**What is the execution control flow of overloaded methods?**

The compiler always checks for the called method definition in reference variable type class with the given argument type parameter. So in searching and executing a method definition, we must consider both reference variable type and argument type. Referenced variable type for deciding from which class method should be to bind. Argument type for deciding which overloaded method should be a bind. For example:

**B b = new B();**  
**A a = new B();**  
**b.m1(50) => b.m1(int);**In this method call we should search m1() method definition in B class with integer parameter at the time of program compilation and bind that method definition.

**a.m1(50); => a.m1(int);**In this method call we should search m1() method defined in class A with int parameter not in class B even though the object is B.

**What is inheritance based overloading?**

A method that is defined in a class can be overloaded under its child class if we overload a method in this process we call it inheritance-based overloading.

**What is the function/method overriding?**

Redefining the superclass non-static method in the subclass with the same prototype is called [**method overriding**](https://dotnettutorials.net/lesson/function-overriding-csharp/). The overriding method is always executed from the class of the current object.

In object-oriented programming [**method overriding**](https://dotnettutorials.net/lesson/function-overriding-csharp/) is a language feature that allows a subclass to provide a specific implementation of a method that is already provided by one of its superclasses.

The implementation of the subclass overrides (replaces) the implementation of superclass methods. So the overridden method is always executed from the object whose object is stored in the reference variable. The superclass method is called the overridden method and the sub-class method is called the overriding method.

**When must a method be overridden?**

If superclass method logic is not fulfilling sub-class business requirements, the subclass should override that method with the required business logic. Usually, superclass methods are defined with generic logic which is common for all sub-classes.

**When is a sub-class method treated as an overriding method?**

If a method in sub-class contains the same signature as the superclass non-private method then the subclass method is treated as the overriding method and the superclass method is treated as the overridden method.

**How can we override a parent class method under child class?**

If we want to override a parent class method in its child class, first the method in the parent class must be declared as virtual by using the keyword virtual then only the child classes get the permission for overriding that method. Declaring the method as virtual is marking the method is overridable.

If the child class wants to override the parent class virtual method then the child class can do it with the help of the override modifier. But overriding the method under child class is not mandatory for the child classes. The Syntax is given below:

**Class1:**  
**Public virtual void show() //virtual function (overridable)**

**Class2: Class1**  
**Public override void show() //overriding**

Even if the method declared as virtual the child class may or may not override the method

In overriding, the parent class defines a method as virtual and gives it to the child class to consume that method. So the child class now consumes the method as it is or overrides that method as per the requirement of the child class. So overriding the parent class virtual method under a child class is only optional.

**How can we execute the superclass method if it is overridden in the sub-class?**

After re-implementing parent class methods under child class, the object of the child class calls its own methods but not its parent class method, whereas if we want to still consume or call the parent class’s methods from child class, it can be done in two different ways.

By creating a parent class object under the child class, we can call the parent class methods from the child class. Or by using the base keyword, we can call parent class methods from child class, but this and base keyword cannot be used under the static block.

**What is the difference between function overloading and function overriding?**
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**What is method hiding?**

Use the new keyword to hide a base class member. We will get a compile warning if we miss the new keyword. This is also used for re-implementing a parent class method under child class. Reimplementing parent class methods under child classes can be done using two different approaches, such as

1. [**Method overriding**](https://dotnettutorials.net/lesson/function-overriding-csharp/)
2. [**Method hiding**](https://dotnettutorials.net/lesson/function-hiding-csharp/)

In the first case, we re-implement the parent class methods under child classes with the permission of the parent class because here in parent class the method is declared as virtual giving the permission to child classes for overriding the methods.

In the 2nd approach, we re-implement the method of parent class even if those methods are not declared as virtual that is without parent permission we are re-implementing the methods. The Syntax is given below.

**Class1:**  
**Public void display()**

**Class2 : Class1**  
**Public new void display()**

Using the new keyword for re-implementing the methods in the child class is optional and if used will give information to hiding.

**What is the difference between Method Overriding and Method Hiding?**

This is one of the frequently asked [**Polymorphism**](https://dotnettutorials.net/lesson/polymorphism-csharp/)interview questions in C#. A parent class method can be redefined under its child class using two different approaches.

1. [**Method Overriding.**](https://dotnettutorials.net/lesson/function-overriding-csharp/)
2. [**Method Hiding.**](https://dotnettutorials.net/lesson/function-hiding-csharp/)

In [**Method overriding**](https://dotnettutorials.net/lesson/function-overriding-csharp/), the parent class gives permission for its child class to override the method by declaring it as**virtual**. Now the child class can override the method using the **Override** keyword as it got permission from the parent. The parent class methods can be redefined under child classes even if they were not declared as **Virtual**by using the **‘new’** keyword.

In [**method overriding**](https://dotnettutorials.net/lesson/function-overriding-csharp/) a base class reference variable pointing to a child class object will invoke the overridden method in the child class. In method hiding a base class reference variable pointing to a child class object will invoke the hidden method in the base class.

For hiding the base class method from the derived class simply declare the derived class method with the new keyword. Whereas in C#, for overriding the base class method in a derived class, we need to declare the base class method as virtual and the derived class method as the override.

If a method is simply hidden then the implementation to call is based on the compile-time type of the argument “this”. Whereas if a method is overridden then the implementation to be called is based on the run-time type of the argument “this”. New is reference-type specific, overriding is object-type specific.

**When can a derived class override a base class member?**

A derived class can override a base class member only if the base class member is declared as virtual or abstract.

**What is the difference between a virtual method and an abstract method?**

A virtual method must have a body whereas an abstract method should not have a body.

**Can fields inside a class be virtual?**

No, Fields inside a class cannot be virtual. Only methods, properties, events, and indexers can be virtual.

**Can you access a hidden base class method in the derived class?**

Yes, Hidden base class methods can be accessed from the derived class by casting the instance of the derived class to an instance of the base class as shown in the example below.

**public** **class** BaseClass

**{**

**public** **virtual** **void** Method**()**

**{**

Console.WriteLine**(**"I am a base class method."**)**;

**}**

**}**

**public** **class** DerivedClass : BaseClass

**{**

**public** new **void** Method**()**

**{**

Console.WriteLine**(**"I am a child class method."**)**;

**}**

**public** **static** **void** Main**()**

**{**

DerivedClass DC = new DerivedClass**()**;

**((**BaseClass**)**DC**)**.Method**()**;

**}**

**}**

**What is the difference between a virtual method and an abstract method?**

This is one of the frequently asked C# Polymorphism interview questions. A virtual method must have a body whereas an abstract method should not have a body. A Base class virtual method may or may not be overridden in the Derived class whereas a Base class Abstract method has to be implemented by the derived class.

**Partial Class and Nested Types Interview Questions and Answers in C#**

**Partial Class and Nested Types Interview Questions and Answers in C#**

In this article, I am going to discuss the most frequently asked **Partial Class and Nested Types Interview Questions and Answers in C#**. Please read our previous article where we discussed the most frequently asked [**Polymorphism Interview Questions in C#**](https://dotnettutorials.net/lesson/polymorphism-interview-questions-answers-csharp/) with Answers. As part of this article, we are going to discuss the following [**Partial Class**](https://dotnettutorials.net/lesson/partial-classes-partial-methods-csharp/)**and Nested Types Interview Questions and Answers** in C#.

1. **What is a partial class? Explain with an example.**
2. **What are the advantages of using Partial Classes in C#?**
3. **Is it possible to create partial structs, interfaces, and methods in C#?**
4. **Can you create partial delegates and enumerations?**
5. **Can different parts of a partial class inherit from different interfaces?**
6. **Can you specify nested classes as Partial Classes?**
7. **How do you create partial methods in C#?**
8. **What is the use of partial methods?**
9. **What is a Nested Type in C#? Give an example?**
10. **Can the nested class access the Containing class. Give an example?**

**What is a partial class? Explain with an example.**

A [**partial class**](https://dotnettutorials.net/lesson/partial-classes-partial-methods-csharp/) is a class whose definition is present in 2 or more files. Each source file contains a section of the class, and all parts are combined when the application is compiled.

To split a class definition, use the partial keyword as shown in the example below. The student class is split into 2 parts. The first part defines the study() method and the second part defines the Play() method. When we compile this program both the parts will be combined and compiled.

**Note that both parts use partial keyword and public access modifier.**

**namespace** *PartialClass*

**{**

**public** **partial** **class** Student

**{**

**public** **void** Study**()**

**{**

Console.WriteLine**(**"I am studying"**)**;

**}**

**}**

**public** **partial** **class** Student

**{**

**public** **void** Play**()**

**{**

Console.WriteLine**(**"I am Playing"**)**;

**}**

**}**

**public** **class** Demo

**{**

**public** **static** **void** Main**()**

**{**

Student StudentObject = new Student**()**;

StudentObject.Study**()**;

StudentObject.Play**()**;

**}**

**}**

**}**

**It is very important to keep the following points in mind when creating partial classes.**

1. All the parts must use the partial keyword.
2. The final class is the combination of all the parts at compile time.
3. All the parts must be available at compile time to form the final class.
4. Any class members declared in a partial definition are available to all the other parts.
5. All the parts must have the same access modifiers – public, private, protected, etc.

**What are the advantages of using Partial Classes in C#?**

When working on large projects, spreading a class over separate files enables multiple programmers to work on it at the same time.

When working with an automatically generated source, the code can be added to the class without having to recreate the source file. Visual Studio uses this approach when it creates Windows Forms, Web service wrapper code, and so on. You can create code that uses these classes without having to modify the file created by Visual Studio.

**Is it possible to create partial structs, interfaces, and methods in C#?**

Yes, it is possible to create partial structs, interfaces, and methods. We can create partial structs, interfaces, and methods in the same way as we create [**partial classes**](https://dotnettutorials.net/lesson/partial-classes-partial-methods-csharp/).

**Can you create partial delegates and enumerations?**

No, you cannot create partial delegates and enumerations.

**Can different parts of a partial class inherit from different interfaces?**

Yes, different parts of a [**partial class**](https://dotnettutorials.net/lesson/partial-classes-partial-methods-csharp/) can inherit from different interfaces.

**Can you specify nested classes as Partial Classes?**

Yes, nested classes can be specified as partial classes even if the containing class is not partial. An example is shown below.
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**How do you create partial methods in C#?**

To create a **partial method** we create the declaration of the method in one part of the partial class and implementation in the other part of the partial class. The implementation is optional.

If the implementation is not provided, then the method and all the calls to the method are removed at compile time. Therefore, any code in the partial class can freely use a partial method, even if the implementation is not supplied. No compile-time or run-time errors will result if the method is called but not implemented.

In summary, a partial method declaration consists of two parts i.e. the definition and the implementation. These may be in separate parts of a [**partial class**](https://dotnettutorials.net/lesson/partial-classes-partial-methods-csharp/), or in the same part. If there is no implementation declaration, then the compiler optimizes away both the defining declaration and all calls to the method.

**The following are the points to keep in mind when creating partial methods.**

1. Partial method declarations must begin with the partial keyword.
2. The return type of a partial method must be void.
3. Partial methods can have ref but not out parameters.
4. The Partial methods are implicitly private, and therefore they cannot be virtual.
5. Partial methods cannot be extern, because the presence of the body determines whether they are defining or implementing.

**What is the use of partial methods?**

**Partial methods** can be used to customize generated code. They allow for a method name and signature to be reserved, so that generated code can call the method but the developer can decide whether to implement the method. Much like partial classes, partial methods enable code created by a code generator and code created by a human developer to work together without run-time costs.

**I have a class that is split into two partial classes. These two partial classes have the same methods. What happens when we compile**

At compile time all partial classes will be combined together to form a single final class. In the same class, we cannot have multiple methods with the same name. But of course method overloading possible.

**Will the following code compile?**

**public** **class** Example

**{**

**static** **void** Main**()**

**{**

TestStruct T = new TestStruct**()**;

Console.WriteLine**(**T.i**)**;

**}**

**}**

**public** struct TestStruct

**{**

**public** **int** i = 10;

//Error: cannot have instance field initializers in structs

**}**

No, a compile-time error will be generated stating “within a struct declaration, fields cannot be initialized unless they are declared as const or static”

**What do you mean by saying a “class is a reference type”?**

A class is a reference type means when an object of the class is created, the variable to which the object is assigned holds only a reference to that memory. When the object reference is assigned to a new variable, the new variable refers to the original object. Changes made through one variable are reflected in the other variable because they both refer to the same data.

**What do you mean by saying a “struct is a value type”?**

A struct is a value type mean when a struct has created the variable to which the struct is assigned to hold the struct’s actual data. When the struct is assigned to a new variable, it is copied. The new variable and the original variable, therefore, contain two separate copies of the same data. Changes made to one copy do not affect the other copy.

**When do you generally use a class over a struct?**

A class is used to model more complex behavior or data that is intended to be modified after a class object is created. A struct is best suited for small data structures that contain primarily data that is not intended to be modified after the struct is created.

**List the 5 different access modifiers in C#?**

1. Public
2. Protected
3. Internal
4. protected internal
5. private

**If you do not specify an access modifier for a method, what is the default access modifier?**

private

**Classes and structs support inheritance. Is this statement true or false?**

False, only classes support inheritance. structs do not support inheritance.

**If a class derives from another class, will the derived class automatically contain all the public, protected, and internal members of the base class?**

Yes, the derived class will automatically contain all the public, protected, and internal members of the base class except its constructors and destructors.

**What is a Nested Type in C#? Give an example?**

A type (class or a struct) defined inside another class or struct is called a nested type. An example is shown below. InnerClass is inside ContainerClass, Hence InnerClass is called a nested class.
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**Will the following code compile in C#?**

**namespace** *Nested*

**{**

**class** ContainerClass

**{**

**class** InnerClass

**{**

**public** string str = "A string variable in nested class";

**}**

**}**

**class** Demo

**{**

**public** **static** **void** Main**()**

**{**

InnerClass nestedClassObj = new InnerClass**()**;

Console.WriteLine**(**nestedClassObj.str**)**;

**}**

**}**

**}**

No, the above code will generate a compile-time error stating – **The type or namespace name ‘InnerClass’ could not be found (are you missing a using directive or an assembly reference?)**. This is because InnerClass is inside ContainerClass and does not have any access modifier. Hence inner class is like a private member inside ContainerClass. For the above code to compile and run, we should make InnerClass public and use the fully qualified name when creating the instance of the nested class as shown below.

**namespace** *Nested*

**{**

**class** ContainerClass

**{**

**public** **class** InnerClass

**{**

**public** string str = "A string variable in nested class";

**}**

**}**

**class** Demo

**{**

**public** **static** **void** Main**()**

**{**

ContainerClass.InnerClass nestedClassObj = new ContainerClass.InnerClass**()**;

Console.WriteLine**(**nestedClassObj.str**)**;

**}**

**}**

**}**

**Can the nested class access, the Containing class. Give an example?**

Yes, the nested class or inner class can access the containing or outer class as shown in the example below. Nested types can access private and protected members of the containing type, including any inherited private or protected members.

**namespace** *Nested*

**{**

**class** ContainerClass

**{**

string OuterClassVariable = "I am an outer class variable";

**public** **class** InnerClass

**{**

ContainerClass ContainerClassObject = new ContainerClass**()**;

string InnerClassVariable = "I am an Inner class variable";

**public** InnerClass**()**

**{**

Console.WriteLine**(**ContainerClassObject.OuterClassVariable**)**;

Console.WriteLine**(**this.InnerClassVariable**)**;

**}**

**}**

**}**

**class** Demo

**{**

**public** **static** **void** Main**()**

**{**

ContainerClass.InnerClass nestedClassObj = new ContainerClass.InnerClass**()**;

**}**

**}**

**}**

**What is the output of the following program?**

**namespace** *Nested*

**{**

**class** ContainerClass

**{**

**public** ContainerClass**()**

**{**

Console.WriteLine**(**"I am a container class"**)**;

**}**

**public** **class** InnerClass : ContainerClass

**{**

**public** InnerClass**()**

**{**

Console.WriteLine**(**"I am an inner class"**)**;

**}**

**}**

**}**

**class** DemoClass : ContainerClass.InnerClass

**{**

**public** DemoClass**()**

**{**

Console.WriteLine**(**"I am a Demo class"**)**;

**}**

**public** **static** **void** Main**()**

**{**

DemoClass DC = new DemoClass**()**;

**}**

**}**

**}**

**Output:**
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The above program has used the concepts of inheritance and nested classes. The Container Class is at the top of the inheritance chain. The nested InnerClass derives from outer ContainerClass. Finally, the Demo Class derives from the nested Inner Class. As all the 3 classes are related by inheritance we have the above output.

**Constructor Interview Questions and Answers in C#**

**Constructor Interview Questions and Answers in C#**

In this article, I am going to discuss the most frequently asked **Constructor Interview Questions and Answers in C#**. Please read our previous article where we discussed the most frequently asked [**Partial Class Interview Questions and Answers**](https://dotnettutorials.net/lesson/partial-class-interview-questions-answers-csharp/) in C#. As part of this article, we are going to discuss the following Constructor Interview Questions in C# with Answers.

1. **What is a Constructor in C#?**
2. **Can we define a method with the same class name in C#?**
3. **How many types of constructors are there in C#.net?**
4. **Explain the Default constructor?**
5. **Explain the system-defined default constructor?**
6. **When must the developer provide the constructor explicitly?**
7. **Explain user-defined default constructor?**
8. **When should we define the parameterized constructor in a class?**
9. **Explain about parameterized constructor?**
10. **How many constructors can be defined in a class?**
11. **What is a copy constructor in C#?**
12. **Explain the static constructor in C#?**
13. **Can we initialize non-static data fields within the static constructor?**
14. **Can we initialize static data fields within the non-static constructor?**
15. **Can we initialize static data fields in both static and non-static constructor?**
16. **Explain Private constructor in C#?**
17. **When is a destructor method called?**
18. **When will be the object of a class gets destroyed?**
19. **In C# what will happen if you do not explicitly provide a constructor for a class?**
20. **Structs are not referenced types. Can structs have constructors?**
21. **We cannot create instances of static classes. Can we have constructors for static classes?**
22. **Can you prevent a class from being instantiated?**
23. **Can a class or a struct have multiple constructors?**
24. **Can a child class call the constructor of a base class?**
25. **If a child class instance is created, which class constructor is called first – base class or child class?**
26. **Can a class have a static constructor in C#?**
27. **Can you mark a static constructor with access modifiers?**
28. **Can you have parameters for static constructors?**
29. **What happens if a static constructor throws an exception?**
30. **Give 2 scenarios where static constructors can be used?**
31. **What is Destructor?**
32. **Can a class have more than 1 destructor?**
33. **Can structs in C# have destructors?**
34. **Can you pass parameters to destructors?**
35. **Can you explicitly call a destructor?**
36. **Why is it not a good idea to use Empty destructors?**
37. **What is a Constructor in C#?**
38. **Is it possible to force the garbage collector to run?**
39. **Usually, in .NET, the CLR takes care of memory management. Is there any need for a programmer to explicitly release memory and resources? If yes, why and how?**
40. **When do we generally use destructors to release resources?**
41. **When to use a Private constructor in c#?**

**What is a Constructor in C#?**

Constructors are the special types of methods of a class that get executed when its object is created. The Constructors in C# are responsible for object initialization and memory allocation of its class and the new keyword role is creating the object.

**Points to Remember.**

1. The constructor name should be the same as the class name.
2. It should not contain return type even void also.
3. It should not contain modifiers.
4. In its logic return statement with value is not allowed.

**Note:**

1. It can have all five accessibility modifiers.
2. The Constructor can have parameters.
3. It can have throws clause it means we can throw an exception from a constructor.
4. The Constructor can have logic, as part of logic it can have all C#.NET legal statements except return statement with value.
5. We can place the return; in a constructor.

**Can we define a method with the same class name in C#?**

No, it is not allowed to define a method with the same class name. It will give a compile-time error.

**How many types of constructors are there in C#.net?**

1. Default Constructor
2. Parameterized Constructor
3. Copy Constructor
4. Static Constructor
5. Private Constructor

**Explain about Default constructor?**

Constructor without parameter is called as default constructor. Again default constructor is classified into two types.

1. System-defined default constructor
2. User-defined default constructor

**Explain the system-defined default constructor?**

If as a programmer we are not defined any constructor explicitly then the system will provide one constructor at the time of compilation and that constructor is called a system-defined default constructor and that constructor will assign default values to the data fields (non-static variables).

As this constructor is created by the system this is also called a system-defined default constructor. The system will provide the default constructor only if as a programmer we are not defined any constructor explicitly.

**When must the developer provide the constructor explicitly?**

If we want to execute some logic at the time of object creation, that logic may be object initialization logic or some other useful logic, the developer must provide the constructor explicitly.

**Explain user-defined default constructor?**

The constructor which is defined by the developer without any parameter is called a user-defined default constructor. This constructor does not accept any argument but we can write the logic in its body.

The drawback of the default constructor is every instance (object) of the class will be initialized with the same values and it is not possible to initialize each instance of the class to different values.

**When should we define the parameterized constructor in a class?**

If we want to initialize objects dynamically with the user given values then we should define the parameterized constructor.

**Explain about parameterized constructor?**

The developer given constructor with parameters is called the parameterized constructor. The advantage of a parameterized constructor is we can initialize each instance of the class with different values. That means using a parameterized constructor we can store a different set of values into different objects created to the class.

**How many constructors can be defined in a class?**

In a class, we can define multiple constructors but every constructor must have a different parameters type and parameter order. So in a class, we can define one no-argument constructor plus ‘n’ number of parameterized constructors.

**What is a copy constructor in C#?**

The constructor takes a parameter of class type is called the copy constructor and this constructor is used to copy one object data into another object. The main purpose of the copy constructor is to initialize a new object (instance) with the values of an existing object (instance).

That means this constructor is used to copy the data of an existing object into a newly created object that’s why this constructor is called the copy constructor.

**Explain the static constructor in C#?**

This is one of the frequently asked Constructor Interview Questions in C#.

We can create a constructor as static and when a constructor is created as static, it will be invoked only once. There is no matter how many numbers of instances (objects) of the class are created but it is going too invoked only once and that is during the creation of the first instance (object) of the class.

The static constructor is used to initialize static fields of the class and we can also write some code inside the static constructor that needs to be executed only once.

Static data fields are created only once in a class even though we are created any number of objects.

1. There can be only one static constructor in a class.
2. The static constructor should be without any parameter.
3. It can only access the static members of the class.
4. There should not be any access modifier in the static constructor definition.
5. If a class is static then we cannot create the object for the static class.
6. Static constructor will be invoked only once i.e. at the time of first object creation of the class, from 2nd object creation onwards static constructor will not be called.

**Can we initialize non-static data fields within the static constructor?**

It is not possible to initialize non-static data fields within the static constructor, it raises a compilation error.

**Can we initialize static data fields within the non-static constructor?**

Yes, we can initialize static data fields within a non-static constructor but after then they lose their static nature.

**Can we initialize static data fields in both static and non-static constructor?**

Yes, we can initialize static data fields in both static and non-static constructors but static data fields lose their static nature.

**Explain Private constructor in C#?**

This is one of the frequently asked Constructor Interview Questions in C#. We can also create a constructor as private. The constructor whose accessibility is private is known as the private constructor. When a class contains a private constructor then we cannot create an object for the class outside of the class. Private constructors are used to creating an object for the class within the same class. Generally, private constructors are used in the Remoting concept.

**When is a destructor method called?**

A destructor method gets called when the object of the class is destroyed.

**When will be the object of a class gets destroyed?**

This is one of the frequently asked Constructor Interview Questions and Answers in C#. The object of a class will be destroyed by the garbage collector in any of the following cases

**Case1:** At the end of a program execution each and every object that is associated with the program will be destroyed by the garbage collector.

**Case2:** The Implicit calling of the garbage collector occurs sometime in the middle of the program execution provided the memory is full so that the garbage collector will identify unused objects of the program and destroys them.

**Case3:** The Explicit calling of the garbage collector can be done in the middle of program execution with the help of the “GC.Collect()” statement so that if there are any unused objects associated with the program will be destroyed in the middle of the program execution by the garbage collector.

**In C# what will happen if you do not explicitly provide a constructor for a class?**

If you do not provide a constructor explicitly for your class, C# will create one by default that instantiates the object and sets all the member variables to their default values.

**Structs are not referenced types. Can structs have constructors?**

Yes, even though Structs are not referenced types, structs can have constructors.

**We cannot create instances of static classes. Can we have constructors for static classes?**

Yes, static classes can also have constructors.

**Can you prevent a class from being instantiated?**

Yes, a class can be prevented from being instantiated by using a private constructor.

**Can a class or a struct have multiple constructors?**

Yes, a class or a struct can have multiple constructors. Constructors in C# can be overloaded.

**Can a child class call the constructor of a base class?**

Yes, a child class can call the constructor of a base class by using the base keyword as shown in the example below.

![Constructor Interview Questions and Answers in C#](data:image/png;base64,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)

**If a child class instance is created, which class constructor is called first – base class or child class?**

When an instance of a child class is created, the base class constructor is called before the child class constructor. An example is shown below.

**Can a class have a static constructor in C#?**

Yes, a class can have a static constructor. Static constructors are called automatically, immediately before any static fields are accessed, and are generally used to initialize static class members. It is called automatically before the first instance is created or any static members are referenced. Static constructors are called before instance constructors. An example is shown below.
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**Can you mark a static constructor with access modifiers?**

No, we cannot use access modifiers on the static constructor.

**Can you have parameters for static constructors?**

No, static constructors cannot have parameters.

**What happens if a static constructor throws an exception?**

If a static constructor throws an exception, the runtime will not invoke it a second time, and the type will remain uninitialized for the lifetime of the application domain in which your program is running.

**Give 2 scenarios where static constructors can be used?**

A typical use of static constructors is when the class is using a log file and the constructor is used to write entries to this file. Static constructors are also useful when creating wrapper classes for unmanaged code when the constructor can call the LoadLibrary method.

**What is Destructor?**

A Destructor has the same name as the class with a tilde character and is used to destroy an instance of a class.

**Can a class have more than 1 destructor?**

No, a class can have only 1 destructor.

**Can structs in C# have destructors?**

No, structs can have constructors but not destructors, only classes can have destructors.

**Can you pass parameters to destructors?**

No, you cannot pass parameters to destructors. Hence, you cannot overload destructors.

**Can you explicitly call a destructor?**

No, you cannot explicitly call a destructor. Destructors are invoked automatically by the garbage collector.

**Why is it not a good idea to use Empty destructors?**

When a class contains a destructor, an entry is created in the Finalize queue. When the destructor is called, the garbage collector is invoked to process the queue. If the destructor is empty, this just causes a needless loss of performance.

**Is it possible to force the garbage collector to run?**

Yes, it possible to force the garbage collector to run by calling the Collect() method, but this is not considered a good practice because this might create a performance overhead. Usually, the programmer has no control over when the garbage collector runs. The garbage collector checks for objects that are no longer being used by the application. If it considers an object eligible for destruction, it calls the destructor(if there is one) and reclaims the memory used to store the object.

**Usually, in .NET, the CLR takes care of memory management. Is there any need for a programmer to explicitly release memory and resources? If yes, why and how?**

If the application is using an expensive external resource, it is recommended to explicitly releasing the resource before the garbage collector runs and frees the object. We can do this by implementing the Dispose method from the IDisposable interface that performs the necessary cleanup for the object. This can considerably improve the performance of the application.

**When do we generally use destructors to release resources?**

If the application uses unmanaged resources such as windows, files, and network connections, we use destructors to release resources.

**When to use a Private constructor in c#?**

This is one of the frequently asked Constructor Interview Questions in C#.

There are several reasons for using private constructors

1. When we want the caller of the class only to use the class but not instantiate.
2. If you want to ensure a class can have only one instance at a given time, i.e. private constructors are used in implementing Singleton() design pattern.
3. When a class has several overloads of the constructor, and some of them should only be used by the other constructors and not external code.

**Functions, Fields, and Constants Interview Questions and Answers in C#**

**Functions, Fields, and Constants Interview Questions and Answers in C#**

In this article, I am going to discuss the most frequently asked **Functions, Fields, Constants Interview Questions, and Answers** in C#. Please read our previous article where we discussed the most frequently asked [**Constructor Interview Questions in C#**](https://dotnettutorials.net/lesson/constructor-interview-questions-answers-csharp/) with Answers. As part of this article, we are going to discuss the following Functions Interview Questions in C# with Answers.

1. **What are the constants in C#?**
2. **Can you declare a class or a struct as constant?**
3. **Does C# support const methods, properties, or events?**
4. **Can you change the value of a constant filed after its declaration?**
5. **How do you access a constant field declared in a class in C#?**
6. **What is the difference between const and read-only?**
7. **What are the 2 broad classifications of fields in C#?**
8. **What are the instance fields in C#?**
9. **What is a static field in C#?**
10. **Can you declare a field read-only in C#?**
11. **What is the difference between a constant and a static read-only field?**
12. **Static members cannot access an object can you give the reason why?**
13. **Can we Overload the main() method in C#?**
14. **Why is C# main method static?**
15. **What is the difference between method parameters and method arguments?**
16. **Explain the difference between passing parameters by value and passing parameters by reference in C#?**
17. **Can we pass value types by reference to a method?**
18. **If a method’s return type is void, can you use a return keyword in the method?**
19. **What is the difference between static class and class with static methods? In which case I should use either of them?**
20. **What is a recursive function in c#? Give an example.**

**What are the constants in C#?**

Constants in C# are immutable values that are known at compile-time and do not change for the life of the program. The Constants are declared using the const keyword. Constants must be initialized as they are declared. You cannot assign a value to a constant after it is declared. An example is shown below.
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**Can you declare a class or a struct as constant?**

No, User-defined types including classes, structs, and arrays, cannot be const. Only the C# built-in types excluding **System.Object** may be declared as const. Use the read-only modifier to create a class, struct, or array that is initialized one time at runtime (for example in a constructor) and thereafter cannot be changed.

**Does C# support const methods, properties, or events?**

No, C# does not support const methods, properties, or events.

**Can you change the value of a constant filed after its declaration?**

No, you cannot change the value of a constant filed after its declaration. In the example below, the constant field PI is always 3.14, and it cannot be changed even by the class itself. In fact, when the compiler encounters a constant identifier in the C# source code (for example, PI), it substitutes the literal value directly into the intermediate language (IL) code that it produces. Because there is no variable address associated with a constant at runtime, const fields cannot be passed by reference.

**class** Circle

**{**

**public** const **double** PI = 3.14;

**}**

**How do you access a constant field declared in a class in C#?**

Constants are accessed as if they were static fields because the value of the constant is the same for all instances of the type. You do not use the static keyword to declare them. Expressions that are not in the class that defines the constant must use the class name, a period, and the name of the constant to access the constant. In the example below the constant field, PI can be accessed in the Main method using the class name and not the instance of the class. Trying to access a constant field using a class instance will generate a compile-time error.

**class** Circle

**{**

**public** const **double** PI = 3.14;

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Console.WriteLine**(**Circle.PI**)**;

Circle C = new Circle**()**;

// Error : PI cannot be accessed using an instance

// Console.WriteLine(C.PI);

**}**

**}**

**What is the difference between const and read-only?**

The Read-only value can be changed at runtime however const value can never change.

**What are the 2 broad classifications of fields in C#?**

1. Instance fields
2. Static fields

**What are the instance fields in C#?**

Instance fields are specific to an instance of a type. If you have a class T, with an instance field F, you can create two objects of type T, and modify the value of F in each object without affecting the value in the other object.

**What is a static field in C#?**

A static field belongs to the class itself and is shared among all instances of that class. Changes made from instance A will be visible immediately to instances B and C if they access the field.

**Will the following code compile in C#?**

**class** Area

**{**

**public** **static** **double** PI = 3.14;

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Area A = new Area**()**;

Console.WriteLine**(**A.PI**)**;

**}**

**}**

No, a compile-time error will be generated stating the “**Static member ‘Area.PI’ cannot be accessed with an instance reference; qualify it with a type name instead**“. This is because the PI is a static field. Static fields can only be accessed using the name of the class and not the instance of the class. The above sample program is rewritten as shown below.

**class** Area

**{**

**public** **static** **double** PI = 3.14;

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Console.WriteLine**(**Area.PI**)**;

**}**

**}**

**Can you declare a field readonly in C#?**

Yes, a field can be declared readonly. A read-only field can only be assigned a value during initialization or in a constructor. An example is shown below.

**class** Area

**{**

**public** **readonly** **double** PI = 3.14;

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Area A = new Area**()**;

Console.WriteLine**(**A.PI**)**;

**}**

**}**

**Will the following code compile?**

**class** Area

**{**

**public** **readonly** **double** PI = 3.14;

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Area A = new Area**()**;

A.PI = 3.15;

Console.WriteLine**(**A.PI**)**;

**}**

**}**

No, PI is readonly. You can only read the value of PI in the Main() method. You cannot assign any value to the PI.

**What is wrong with the sample program below?**

**class** Area

**{**

**public** const **double** PI = 3.14;

**static** Area**()**

**{**

Area.PI = 3.15;

**}**

**}**

**class** MainClass

**{**

**public** **static** **void** Main**()**

**{**

Console.WriteLine**(**Area.PI**)**;

**}**

**}**

You cannot assign a value to the constant PI field.

**What is the difference between a constant and a static read-only field?**

A static readonly field is very similar to a constant, except that the C# compiler does not have access to the value of a static read-only field at compile time, only at runtime.

**Static members cannot access an object can you give the reason why?**

Because static member belongs to the class not to a specific instance of that class, so we access them using the class name itself. Static members are instantiated before the main method of class calls.

**Can we Overload the main() method in C#?**

Yes, We can overload the main() method. A C# class can have any number of main() methods.

But to run the C# class, the class should have the main() method with signature as “**public static void main(String[] args)**”. If we do any modification to this signature, the compilation will be successful. But, we will get the runtime error as the main method not found.

**Why is the C# main method static?**

The main method is static because it is available to run when our program starts and as it is the entry point of the program it runs without creating an instance of the class. In other words, static functions exist before a class is instantiated so static is applied to the main entry point (main method).

Static methods are methods that do not require any object whenever they are called. These methods are loaded even before the class is loaded in the memory. It means that even before the object is being created, the method is already loaded into the memory.

Other than this, Main() is the door for any program. It means whenever we run a program, the compiler looks out for the Main method. If there is the main method then the content inside it is executed. The main method is the first access point for any program and has to be called automatically. Since it is static it gets loaded automatically even before the object of that class is being created and Main() does not require an object to be called

**You have a component with 5 parameters and deployed to client-side now you changed your method which takes 6 parameters. How can you deploy this without affecting the client’s code?**

Instead of adding the 6th parameter to the existing method, write a new overloaded method with 6 parameters.

So when the old application calls this method, the method with 5 parameters will execute and the method with 6 parameters will be used by the new application. In this way, we can provide backward compatibility to old applications.

**Is the following code legal in C#?**
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No, the above code does not compile. You cannot overload a method based on the return type. To overload, a method in C# either the number or type of parameters should be different. In general, the return type of a method is not part of the signature of the method for the purposes of method overloading. However, it is part of the signature of the method when determining the compatibility between a delegate and the method that it points to.

**What is the difference between method parameters and method arguments? Give an example.**

In the example below FirstNumber and SecondNumber are method parameters whereas FN and SN are method arguments. The method definition specifies the names and types of any parameters that are required. When calling code calls the method, it provides concrete values called arguments for each parameter. The arguments must be compatible with the parameter type but the argument name (if any) used in the calling code does not have to be the same as the parameter named defined in the method.
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**Explain the difference between passing parameters by value and passing parameters by reference in C#?**

We can pass parameters to a method by value or by reference. By default, all value types are passed by value whereas all reference types are passed by reference. By default, when a value type is passed to a method, a copy is passed instead of the object itself. Therefore, changes to the argument have no effect on the original copy in the calling method. An example is shown below.
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By default, reference types are passed by reference. Whenever an object of a reference type is passed to a method the reference type points to the original object, not a copy of the object. Changes made through this reference will, therefore, be reflected in the calling method. Reference types are created by using the class keyword as shown in the example below.
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**Can you pass value types by reference to a method?**

Yes, we can pass value types by reference to a method. An example is shown below.
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**If a method’s return type is void, can you use a return keyword in the method?**

Yes, Even though a method’s return type is void, you can use the return keyword to stop the execution of the method as shown in the example below.
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**What is the difference between static class and class with static methods? In which case I should use either of them?**

If your class has only static members you never need an instance of that class so you should make the class itself static but if your class has instance members (non-static) then you have to make your class an instance class to access its instance members via instances of your class.

**Static class:** We cannot instantiate, inherit the static class.

**Class with full of static methods:** We can instantiate this class. But logically we are not going to do anything with these instances. So practically this scenario doesn’t exist. However, it might be useful in inheriting. But practically I haven’t come across such a situation anywhere.

When it some to the static class, we use it to extend a particular object. For example, we have the accounts object. We need to add a method HasBalance(). We can do it by extension method.

However, it is very common to have classes with both static and non-static methods.

**What is a recursive function in c#? Give an example.**

A recursive function is a function that calls itself.

**Delegate Interview Questions and Answers in C#**

**Delegate Interview Questions and Answers in C#**

In this article, I am going to discuss the most frequently asked **Delegate Interview Questions and Answers** in C#. Please read our previous article where we discussed the most frequently asked [**Functions. Fields, and Constants Interview Questions in C#**](https://dotnettutorials.net/lesson/functions-interview-questions-answers-csharp/)with Answers. As part of this article, we are going to discuss the following Delegates Interview Questions and Answers in C#.

1. **What is a Delegate in C#? Explain with one example.**
2. **Types of Delegates in C#.**
3. **What is Single Cast Delegate in C#**
4. **What is Multicast Delegate in C#? Explain with one example.**
5. **Where do you use multicast delegates?**
6. **Where did you use delegates in your project?**

**What is a Delegate in C#? Explain with one example.**

We can call a method that is defined in a class in two ways

**Using Object:**We can call the method using the object of the class if it is a non-static method or we can call the method through class name if it is a static method.

**Using Class Name:**We can call a method by using a delegate also. Calling a method using delegate will be faster in execution compared to the first process.

A delegate is also a user-defined type and before invoking a method using delegate we must have to define that delegate first. A delegate is a type-safe function pointer that means a delegate holds the reference of a method and then calls the method for execution.

The signature of the delegate must match with the signature of the function, the delegate points to otherwise we will get a compiler error. This is the reason delegates are called type-safe function pointers.

A Delegate is similar to a class. We can create an instance of it and when we do so, we pass the function name as a parameter to the delegate constructor, and it is the function name that the delegate points to.

**Types of Delegates in C#:**

**Delegates are classified into two types such as**

1. Single cast delegate
2. Multicast delegate

If a delegate is used for invoking a single method then it is called a single cast delegate or unicast delegate. OR the delegates that represent only a single function is known as a single cast delegate.

If a delegate is used for invoking multiple methods then it is known as the multicast delegate. OR the delegates that represent more than one function are called Multicast delegate.

**Note:** If we want to call multiple methods using a single delegate the I/O parameters of all those methods must be the same.

**Tip to remember delegate syntax:**

Delegates syntax look very much similar to a method with a delegate keyword.

**Sample Delegate Program:**
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**What is Multicast Delegate in C#? Explain with one example.**

A Multicast delegate is a delegate that has references to more than one function. When we invoke a multicast delegate, all the functions are invoked that the delegate is pointing to. There are 2 approaches to create a multicast delegate.

**Approach1:**

**namespace** *Sample*

**{**

**public** **delegate** **void** SampleDelegate**()**;

**public** **class** Sample

**{**

**static** **void** Main**()**

**{**

SampleDelegate del1 = new SampleDelegate**(**SampleMethodOne**)**;

SampleDelegate del2 = new SampleDelegate**(**SampleMethodTwo**)**;

SampleDelegate del3 = new SampleDelegate**(**SampleMethodThree**)**;

// In this example del4 is a multicast delegate. We use +(plus)

// operator to chain delegates together and -(minus) operator to remove.

SampleDelegate del4 = del1 + del2 + del3 - del2;

del4**()**;

**}**

**public** **static** **void** SampleMethodOne**()**

**{**

Console.WriteLine**(**"SampleMethodOne Invoked"**)**;

**}**

**public** **static** **void** SampleMethodTwo**()**

**{**

Console.WriteLine**(**"SampleMethodTwo Invoked"**)**;

**}**

**public** **static** **void** SampleMethodThree**()**

**{**

Console.WriteLine**(**"SampleMethodThree Invoked"**)**;

**}**

**}**

**}**

**Approach2:**

**namespace** *Sample*

**{**

**public** **delegate** **void** SampleDelegate**()**;

**public** **class** Sample

**{**

**static** **void** Main**()**

**{**

// In this example del is a multicast delegate. You use += operator

// to chain delegates together and -= operator to remove.

SampleDelegate del = new SampleDelegate**(**SampleMethodOne**)**;

del += SampleMethodTwo;

del += SampleMethodThree;

del -= SampleMethodTwo;

del**()**;

**}**

**public** **static** **void** SampleMethodOne**()**

**{**

Console.WriteLine**(**"SampleMethodOne Invoked"**)**;

**}**

**public** **static** **void** SampleMethodTwo**()**

**{**

Console.WriteLine**(**"SampleMethodTwo Invoked"**)**;

**}**

**public** **static** **void** SampleMethodThree**()**

**{**

Console.WriteLine**(**"SampleMethodThree Invoked"**)**;

**}**

**}**

**}**

**Note*:*** A multicast delegate invokes the methods in the invocation list, in the same order in which they are added.

If the delegate has a return type other than void and if the delegate is a multicast delegate, only the value of the last invoked method will be returned. Along the same lines, if the delegate has an out parameter, the value of the output parameter will be the value assigned by the last method.

**Where do you use multicast delegates?**

Multicast delegate makes the implementation of the observer design pattern very simple. The observer pattern is also called a publish/subscribe pattern.

**Where did you use delegates in your project? Or how did you use delegates in your project?**

The Delegate is one of the very important aspects to understand. Most of the interviewers ask you to explain the usage of delegates in a real-time project that you have worked on. Delegates are extensively used by framework developers. Let us say we have a class called Employee as shown below.

**Employee Class**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Experience **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

The **Employee** class has the following properties.

1. **Id**
2. **Name**
3. **Experience**
4. **Salary**

Now I want to write a method in the Employee class which can be used to promote employees. The method should take a list of Employee objects as a parameter and should print the names of all the employees who are eligible for a promotion. But the logic based on which the employee gets promoted should not be hardcoded. At times we may promote employees based on their experience and at times we may promote them based on their salary or maybe some other condition. So, the logic to promote employees should not be hard-coded within the method.

**How to achieve?**

To achieve this we can make use of delegates. So now I would design my class as shown below. We also created a delegate EligibleToPromotion. This delegate takes the Employee object as a parameter and returns a boolean. In the Employee class, we have the PromoteEmpoloyee method. This method takes a list of Employees and a Delegate of the type EligibleToPromotion as parameters. The method then loops through each employee object and passes it to the delegate. If the delegate returns true, then the Employee is promoted, else not promoted. So within the method, we have not hardcoded any logic on how we want to promote employees.

**namespace** *DelegateDemo*

**{**

**public** **delegate** **bool** EligibleToPromotion**(**Employee EmployeeToPromotion**)**;

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Experience **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** **static** **void** PromoteEmployee**(**List**<**Employee**>** lstEmployees, EligibleToPromotion IsEmployeeEligible**)**

**{**

**foreach** **(**Employee employee in lstEmployees**)**

**{**

**if** **(**IsEmployeeEligible**(**employee**))**

**{**

Console.WriteLine**(**"Employee {0} Promoted", employee.Name**)**;

**}**

**}**

**}**

**}**

**}**

So now the client who uses the Employee class has the flexibility of determining the logic on how they want to promote their employees as shown below. First create the employee objects – E1, E2, and E3. Populate the properties for the respective objects. We then create an employeeList to hold all the 3 employees.

Notice the Promote method that we have created. This method has the logic of how we want to promote our employees. The method is then passed as a parameter to the delegate. Also, note this method has the same signature as that of the EligibleToPromotion delegate. This is very important because the Promote method cannot be passed as a parameter to the delegate if the signature differs. This is the reason why delegates are called type-safe function pointers.

**namespace** *DelegateDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Experience **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** **static** **void** PromoteEmployee**(**List**<**Employee**>** lstEmployees, EligibleToPromotion IsEmployeeEligible**)**

**{**

**foreach** **(**Employee employee in lstEmployees**)**

**{**

**if** **(**IsEmployeeEligible**(**employee**))**

**{**

Console.WriteLine**(**"Employee {0} Promoted", employee.Name**)**;

**}**

**}**

**}**

**}**

**class** Program

**{**

**static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Experience = 5,

Salary = 10000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Kumar",

Experience = 10,

Salary = 20000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Rout",

Experience = 20,

Salary = 30000

**}**;

List**<**Employee**>** lstEmployess = new List**<**Employee**>()**;

lstEmployess.Add**(**emp1**)**;

lstEmployess.Add**(**emp2**)**;

lstEmployess.Add**(**emp3**)**;

EligibleToPromotion eligibleTopromote = new EligibleToPromotion**(**Program.Promote**)**;

Employee.PromoteEmployee**(**lstEmployess, eligibleTopromote**)**;

Console.ReadKey**()**;

**}**

**public** **static** **bool** Promote**(**Employee employee**)**

**{**

**if** **(**employee.Salary **>** 10000**)**

**{**

**return** **true**;

**}**

**else**

**{**

**return** **false**;

**}**

**}**

**}**

**}**

So if we did not have the concept of delegates it would not have been possible to pass a function as a parameter. As the Promote method in the Employee class makes use of delegate, it is possible to dynamically decide the logic on how we want to promote employees.

**Using Lambda expressions**

In C Sharp 3.0 Lambda expressions are introduced. So you can make use of lambda expressions instead of creating a function and then an instance of a delegate and then passing the function as a parameter to the delegate. The sample example rewritten using the Lambda expression is shown below. The private Promote method is no longer required now.

**class** Program

**{**

**static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Experience = 5,

Salary = 10000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Kumar",

Experience = 10,

Salary = 20000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Rout",

Experience = 20,

Salary = 30000

**}**;

List**<**Employee**>** lstEmployess = new List**<**Employee**>()**;

lstEmployess.Add**(**emp1**)**;

lstEmployess.Add**(**emp2**)**;

lstEmployess.Add**(**emp3**)**;

Employee.PromoteEmployee**(**lstEmployess, x =**>** x.Experience **>** 5**)**;

**}**

**}**

# Multithreading and Deadlock Interview Questions and Answers in C#

**Multithreading and Deadlock Interview Questions and Answers in C#**

In this article, I am going to discuss the most frequently asked **Multithreading and Deadlock Interview Questions and Answers** in C#. Please read our previous article where we discussed the most frequently asked [**Delegates Interview Questions in C#**](https://dotnettutorials.net/lesson/delegate-interview-questions-answers-csharp/) with Answers. As part of this article, we are going to discuss the following Multithreading and Deadlock Interview Questions and Answers in C#.

1. **What are the Thread and Process?**
2. **What is the difference between Process and Thread?**
3. **Why we need Multi-threading in our project?**
4. **What are the advantages and disadvantages of multithreading in C#?**
5. **How can we create a Thread in C#?**
6. **Why does a delegate need to be passed as a parameter to the Thread class constructor?**
7. **How to pass the parameter in Thread?**
8. **Why we need a ParameterizedThreadStart delegate?**
9. **When to use ParameterizedThreadStart over ThreadStart delegate?**
10. **How to pass data to the thread function in a type-safe manner?**
11. **How to retrieve the data from a thread function?**
12. **What is the difference between Threads and Tasks?**
13. **What is the Significance of Thread.Join and Thread.IsAlive functions in multithreading?**
14. **What happens if shared resources are not protected from concurrent access in a multithreaded program?**
15. **How to protect shared resources from concurrent access?**
16. **What are the Interlocked functions?**
17. **What is Lock?**
18. **What is the Difference between Monitor and lock in C#?**
19. **Explain why and how a deadlock can occur in multithreading with an example?**
20. **How to resolve a deadlock in a multithreaded program?**
21. **What is AutoResetEvent and how it is different from ManualResetEvent?**
22. **What is the Semaphore?**
23. **Explain Mutex and how it is different from other Synchronization mechanisms?**
24. **What is the Race condition?**
25. **How can you share data between multiple threads?**
26. **What are Concurrent Collection Classes?**
27. **What is synchronization and why it is important?**
28. **Explain the four necessary conditions for Deadlock?**
29. **What is LiveLock?**

**What are the Thread and Process?**

**Process –** Process is something that the operating system uses to execute a program by providing the resources required. Each process has a unique process id associated with it. We can view the process within which a program is running using the windows task manager.

**Thread –**A Thread is a lightweight process that is responsible for executing application code. A process has at least one thread which is commonly called the main thread which actually executes the application code. A single process can have multiple threads.

Every application by default contains one thread to execute the program and that thread is known as the main thread. So every program by default is a single-threaded model.

**What is the difference between Process and Thread?**

This is one of the most frequently asked Multithreading Interview Questions in C#. A process is started when you start an Application. The process is a collection of resources like virtual address space, code, security contexts, etc. A process can start multiple threads. Every process starts with a single thread called the primary thread. You can create n number of threads in a process. Threads share the resources allocated to the process. A process is the parent and threads are his children.

**Why we need Multi-threading in our project?**

This is one of the most frequently asked Multithreading Interview Questions in C#.NET. Let us discuss this question. Multi-threading is used to run multiple threads simultaneously. Some main advantages are:

1. You can do multiple tasks simultaneously. For e.g. saving the details of the user to a file while at the same time retrieving something from a web service.
2. Threads are much lightweight than process. They don’t get their own resources. They used the resources allocated to a process.
3. Context-switch between threads takes less time than process.

**What are the advantages and disadvantages of multithreading?**

I think this MultiThreading Interview Question is the most asked interview question in the dot net. So let us discuss the advantages and disadvantages

**Advantages of multithreading:**

1. To maintain a responsive user interface
2. It makes efficient use of processor time while waiting for I/O operations to complete.
3. To split large, CPU-bound tasks to be processed simultaneously on a machine that has multiple CPUs/cores.

**Disadvantages of multithreading:**

1. On a single-core/processor machine threading can affect performance negatively as there is overhead involved with context-switching.
2. Have to write more lines of code to accomplish the same task.
3. Multithreaded applications are difficult to write, understand, debug, and maintain.

**Please Note:** Only use multithreading when the advantages of doing so outweigh the disadvantages.

**How can we create a Thread in C#?**

To create a THREAD, we need to create an instance of Thread class (Thread class provided by System.Threading namespace) and to its constructor, we have to pass the function name as a parameter that we want the thread to execute. Then we need to call the start method of the Thread class.

**Let us understand this with an example as shown below.**
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**In the above example, the following statement does the same**  
**Thread T1 = new Thread(Number.PrintNumbers); T1.Start();**

**We can rewrite the above line using the ThreadStart delegate as shown below.**  
**Thread T1 = new Thread(new ThreadStart(Number.PrintNumbers));**  
**T1.Start();**

**Why does a delegate need to be passed as a parameter to the Thread class constructor?**

As we know the purpose of creating a Thread is to execute a function. We also know that a delegate is a type-safe function pointer meaning it points to a function that the thread has to execute. In short, all threads require an entry point to start execution. Any thread that we create will need an explicitly defined entry point i.e. a pointer to the function from where they should begin execution. So threads always require a delegate.

**In the code below, we are not explicitly creating the ThreadStart delegate, then how is it working here?**

**Thread T1 = new Thread(Number.PrintNumbers);**

It’s working in spite of not creating the ThreadStart delegate explicitly because the framework is doing it automatically for us. We can also rewrite the same line using delegate() keyword as shown below.  
**Thread T1 = new Thread(delegate() { Number.PrintNumbers(); });**

We can also rewrite the same line using the lambda expression as shown below.  
**Thread T1 = new Thread(() => Number.PrintNumbers());**

**How to pass the parameter in Thread?**

In the constructor of Thread, we can pass the method name which accepts only a single parameter. Then we have to pass the parameter into the Start method.

**Why we need a ParameterizedThreadStart delegate?**

When we need to pass data to the thread function then in such situations we need to use **ParameterizedThreadStart delegate.**Here is an example that shows the usage of a ParameterizedThreadStart delegate.

**namespace** *MultithreadingDemo*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

Console.WriteLine**(**"Please enter the target number"**)**;

**object** target = Console.ReadLine**()**;

// Create an instance of ParameterizedThreadStart delegate

ParameterizedThreadStart parameterizedThreadStart =

new ParameterizedThreadStart**(**Number.PrintNumbers**)**;

Thread T1 = new Thread**(**parameterizedThreadStart**)**;

// Pass the traget number to the start function, which

// will then be passed automatically to PrintNumbers() function

T1.Start**(**target**)**;

**}**

**}**

**class** Number

**{**

**public** **static** **void** PrintNumbers**(object** target**)**

**{**

**int** number = 0;

**if** **(int**.TryParse**(**target.ToString**()**, out number**))**

**{**

**for** **(int** i = 1; i **<**= number; i++**)**

**{**

Console.WriteLine**(**i**)**;

**}**

**}**

**}**

**}**

**}**

**The code in the Main() function can also be written as shown below.**

**public** **static** **void** Main**()**

**{**

Console.WriteLine**(**"Please enter the target number"**)**;

**object** target = Console.ReadLine**()**;

Thread T1 = new Thread**(**Number.PrintNumbers**)**;

T1.Start**(**target**)**;

**}**

**In the above example, we are not explicitly creating an instance of the ParameterizedThreadStart delegate. Then how is it working?**

It’s working because the compiler implicitly converts **new Thread(Number.PrintNumbers)**  to

**new Thread(new ParameterizedThreadStart(Number.PrintNumbers));**

**When to use ParameterizedThreadStart over ThreadStart delegate?**

We need to use ParameterizedThreadStart delegate if we have some data to pass to the Thread function, otherwise, just use ThreadStart delegate.

**Please note:**Using ParameterizedThreadStart delegate and Thread.Start(Object) method to pass data to the Thread function is not type-safe as they operate on object datatype and any type of data can be passed. In the above, If we try to change the data type of the target parameter of PrintNumbers() function from object to int, a compiler error will be raised as the signature of PrintNumbers() function does not match with the signature of ParameterizedThreadStart delegate.

**How to pass data to the thread function in a type-safe manner?**

This MultiThreading Interview Questions in C# can be asked in almost all interviews. To pass data to the Thread function in a type-safe manner, encapsulate the thread function and the data it needs in a helper class and use the ThreadStart delegate to execute the thread function. An example is shown below.

**namespace** *ThreadingExample*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

// Prompt the user for the target number

Console.WriteLine**(**"Please enter the target number"**)**;

// Read from the console and store it in target variable

**int** target = Convert.ToInt32**(**Console.ReadLine**())**;

// Create an instance of the Number class, passing it

// the target number that was read from the console

Number number = new Number**(**target**)**;

// Specify the Thread function

Thread T1 = new Thread**(**new ThreadStart**(**number.PrintNumbers**))**;

// Alternatively we can just use Thread class constructor as shown below

// Thread T1 = new Thread(number.PrintNumbers);

T1.Start**()**;

**}**

**}**

// Number class also contains the data it needs to print the numbers

**class** Number

**{**

**int** \_target;

// When an instance is created, the target number needs to be specified

**public** Number**(int** target**)**

**{**

// The targer number is then stored in the class private variable \_target

this.\_target = target;

**}**

// Function prints the numbers from 1 to the traget number that the user provided

**public** **void** PrintNumbers**()**

**{**

**for** **(int** i = 1; i **<**= \_target; i++**)**

**{**

Console.WriteLine**(**i**)**;

**}**

**}**

**}**

**}**

**How to retrieve the data from a thread function?**

Retrieving data from the Thread function using the callback method.

**namespace** *ThreadStartDelegateExample*

**{**

// Step 1: Create a callback delegate. The actual callback method

// signature should match with the signature of this delegate.

**public** **delegate** **void** SumOfNumbersCallback**(int** sumOfNumbers**)**;

// Step 2: Create Number class to compute the sum of numbers and

// to call the callback method

**class** Number

**{**

// The traget number this class needs to compute the sum of numbers

**int** \_target;

// Delegate to call when the the Thread function completes

// computing the sum of numbers

SumOfNumbersCallback \_callbackMethod;

// Constructor to initialize the target number and the callback delegateinitialize

**public** Number**(int** target, SumOfNumbersCallback callbackMethod**)**

**{**

this.\_target = target;

this.\_callbackMethod = callbackMethod;

**}**

// This thread function computes the sum of numbers and then invokes

// the callback method passing it the sum of numbers

**public** **void** ComputeSumOfNumbers**()**

**{**

**int** sum = 0;

**for** **(int** i = 1; i **<**= \_target; i++**)**

**{**

sum = sum + i;

**}**

**if** **(**\_callbackMethod != **null)**

**{**

\_callbackMethod**(**sum**)**;

**}**

**}**

**}**

// Step 3: This class consumes the Number class created in Step 2

**class** Program

**{**

// Callback method that will receive the sum of numbers

**public** **static** **void** PrintSumOfNumbers**(int** sum**)**

**{**

Console.WriteLine**(**"Sum of numbers is " + sum**)**;

**}**

**public** **static** **void** Main**()**

**{**

// Prompt the user for the target number

Console.WriteLine**(**"Please enter the target number"**)**;

// Read from the console and store it in target variable

**int** target = Convert.ToInt32**(**Console.ReadLine**())**;

// Create an instance of callback delegate and to it's constructor

// pass the name of the callback function (PrintSumOfNumbers)

SumOfNumbersCallback callbackMethod = newSumOfNumbersCallback**(**PrintSumOfNumbers**)**;

// Create an instance of Number class and to it's constrcutor pass the target

// number and the instance of callback delegate

Number number = new Number**(**target, callbackMethod**)**;

// Create an instance of Thread class and specify the Thread function to invoke

Thread T1 = new Thread**(**new ThreadStart**(**number.ComputeSumOfNumbers**))**;

T1.Start**()**;

**}**

**}**

**}**

**What is the difference between Threads and Tasks?**

This is one of the most frequently asked Multithreading Interview Questions in C#. Let us understand the differences between them.

1. Tasks are the wrapper around Thread and ThreadPool classes. Below are some major differences between Threads and Tasks:
2. A Task can return a result but there is no proper way to return a result from Thread.
3. We can apply chaining to multiple tasks but we cannot in threads.
4. We can wait for Tasks without using Signalling. But in Threads, we have to use event signals like AutoResetEvent and ManualResetEvent.
5. We can apply the Parent/Child relationship in Tasks. A Task at one time becomes a parent of multiple tasks. Parent Task does not complete until its child tasks are completed. We do not have any such mechanism in the Thread class.
6. Child Tasks can propagate their exceptions to the parent Task and All child exceptions are available in the AggregateException class.
7. Task has an in-build cancellation mechanism using the CancellationToken class.

**What is the Significance of Thread.Join and Thread.IsAlive functions in multithreading?**

This is one of the most frequently asked Multithreading Interview Questions in C#. Join blocks the current thread and makes it wait until the thread on which the Join method is invoked completes. The join method also has an overload where we can specify the timeout. If we don’t specify the timeout the calling thread waits indefinitely, until the thread on which Join() is invoked completes. This overloaded Join (int millisecondsTimeout) method returns boolean true if the thread has terminated otherwise false. Join is particularly useful when we need to wait and collect results from a thread execution or if we need to do some cleanup after the thread has completed.

The IsAlive returns boolean True if the thread is still executing otherwise false.

**Program code used in the demo:**

**namespace** *MultithreadingDemo*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

Console.WriteLine**(**"Main Thread Started" + Thread.CurrentThread.Name**)**;

Thread T1 = new Thread**(**Program.Thread1Function**)**;

T1.Start**()**;

Thread T2 = new Thread**(**Program.Thread2Function**)**;

T2.Start**()**;

//if (T1.Join(1000))

//{

// Console.WriteLine("Thread1Function completed");

//}

//else

//{

// Console.WriteLine("Thread1Function hot not completed in 1 second");

//}

T1.Join**()**;

T2.Join**()**;

Console.WriteLine**(**"Thread2Function completed"**)**;

**for** **(int** i = 1; i **<**= 10; i++**)**

**{**

**if** **(**T1.IsAlive**)**

**{**

Console.WriteLine**(**"Thread1Function is still doing it's work"**)**;

Thread.Sleep**(**500**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Thread1Function Completed"**)**;

**break**;

**}**

**}**

Console.WriteLine**(**"Main Thread Completed"**)**;

Console.ReadLine**()**;

**}**

**public** **static** **void** Thread1Function**()**

**{**

Console.WriteLine**(**"Thread1Function started"**)**;

Thread.Sleep**(**5000**)**;

Console.WriteLine**(**"Thread1Function is about to return"**)**;

**}**

**public** **static** **void** Thread2Function**()**

**{**

Console.WriteLine**(**"Thread2Function started"**)**;

**}**

**}**

**}**

**What happens if shared resources are not protected from concurrent access in a multithreaded program?**

This is one of the most frequently asked **Multithreading Interview Questions**in C#.NET. The output or behavior of the program can become inconsistent. Let us understand this with an example.

**namespace** *MultithreadingDemo*

**{**

**class** Program

**{**

**static** **int** Total = 0;

**public** **static** **void** Main**()**

**{**

AddOneMillion**()**;

AddOneMillion**()**;

AddOneMillion**()**;

Console.WriteLine**(**"Total = " + Total**)**;

Console.ReadLine**()**;

**}**

**public** **static** **void** AddOneMillion**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

Total++;

**}**

**}**

**}**

**}**

**OUTPUT:**Total = 3000000

The above program is a single-threaded program. In the **Main**() method, **AddOneMillion()**method is called 3 times, and it updates the Total field correctly as expected, and finally prints the correct total i.e. 3000000.

**Now, let’s rewrite the program using multiple threads.**

**namespace** *MultithreadingDemo*

**{**

**class** Program

**{**

**static** **int** Total = 0;

**public** **static** **void** Main**()**

**{**

Thread thread1 = new Thread**(**Program.AddOneMillion**)**;

Thread thread2 = new Thread**(**Program.AddOneMillion**)**;

Thread thread3 = new Thread**(**Program.AddOneMillion**)**;

thread1.Start**()**;

thread2.Start**()**;

thread3.Start**()**;

thread1.Join**()**;

thread2.Join**()**;

thread3.Join**()**;

Console.WriteLine**(**"Total = " + Total**)**;

Console.ReadLine**()**;

**}**

**public** **static** **void** AddOneMillion**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

Total++;

**}**

**}**

**}**

**}**

Every time we run the above program, we get a different output. The inconsistent output is because the Total field which is a shared resource is not protected from concurrent access by multiple threads. The operator ++ is not thread-safe.

**How to protect shared resources from concurrent access?**

This Multithreading Interview Questions asked in almost all interviews. So let discuss this in detail. There are several ways to protect shared resources from concurrent access. Let’s explore 2 of the options.

Using **Interlocked.Increment**() method: Modify **AddOneMillion()**method as shown below. The Interlocked.Increment() Method, increments a specified variable and stores the result, as an atomic operation

**public** **static** **void** AddOneMillion**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

Interlocked.Increment**(ref** Total**)**;

**}**

**}**

**The other option is to use a lock.**

**static** **object** \_lock = new **object()**;

**public** **static** **void** AddOneMillion**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

**lock** **(**\_lock**)**

**{**

Total++;

**}**

**}**

**}**

**Which option is better?**

**From a performance perspective using the Interlocked class is better over using locking.**Locking locks out all the other threads except a single thread to read and increment the Total variable. This will ensure that the Total variable is updated safely. The downside is that since all the other threads are locked out, there is a performance hit.

The Interlocked class can be used with addition/subtraction (increment, decrement, add, etc.) on an int or long field. The Interlocked class has methods for incrementing, decrementing, adding, and reading variables atomically.

**The following code prints the time taken in ticks.**1 millisecond consists of 10000 ticks.

**public** **static** **void** Main**()**

**{**

Stopwatch stopwatch = Stopwatch.StartNew**()**;

Thread thread1 = new Thread**(**Program.AddOneMillion**)**;

Thread thread2 = new Thread**(**Program.AddOneMillion**)**;

Thread thread3 = new Thread**(**Program.AddOneMillion**)**;

thread1.Start**()**;

thread2.Start**()**;

thread3.Start**()**;

thread1.Join**()**;

thread2.Join**()**;

thread3.Join**()**;

Console.WriteLine**(**"Total = " + Total**)**;

stopwatch.Stop**()**;

Console.WriteLine**(**"Time Taken in Ticks = " + stopwatch.ElapsedTicks**)**;

**}**

**Please Note:** You can use the TimeSpan object to find ticks per second, ticks per millisecond, etc. Stopwatch class is in **System.Diagnostics** namespace.

**What are the Interlocked functions?**

Interlocked functions in .NET are useful in multithreading programs to safely change the value of shared variables. By default, C# variables are not thread-safe. When we apply addition, subtraction, or checking the value of variables multiple threads can corrupt the variables. For preventing these dirty reads, we can use Interlocked functions.

Interlocked functions can only work on int, long, double, and float data types

**What is Lock?**

The Lock is another synchronization mechanism in C# and one of the famous multi-threading interview questions in .NET. It restricts the critical region so that only one thread can enter a critical region at a time.

The lock needs an object to continue its operation. It applies a lock on a target object and only one thread can lock that target object at a time

**What is the Difference between Monitor and lock in C#?**

I think you need to be prepared for this **Multithreading Interview Questions and Answer**if you are preparing to attend the interview questions on Multithreading. So let us discuss this question in details

1. The Lock is just a shortcut for the Monitor statement. Compiler internally converts lock statement to **Monitor.Enter** and **Exit** statements.
2. Monitor class provides some useful method which is not in lock statement. These methods are very useful in advanced scenarios.
3. The monitor provides TryEnter method. This method is useful when we need to provide a timeout value.
4. TryEnter is also useful when we have to check whether the lock is taken or not. We can pass a boolean parameter which returns true if the lock is taken else returns false.
5. The Pulse method notifies a waiting thread of a change in the locked object’s state.
6. Wait method releases the current acquired lock and blocks the current thread until it reacquires the lock.

Both **Monitor class**and **lock**provides a mechanism to protect the shared resources in a multithreaded application. The lock is the shortcut for Monitor.Enter with the try and finally.

**This means that the following code**

**static** **object** \_lock = new **object()**;

**public** **static** **void** AddOneMillion**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

**lock** **(**\_lock**)**

**{**

Total++;

**}**

**}**

**}**

**can be rewritten as shown below:**

**static** **object** \_lock = new **object()**;

**public** **static** **void** AddOneMillion**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

// Acquires the exclusive lock

Monitor.Enter**(**\_lock**)**;

**try**

**{**

Total++;

**}**

**finally**

**{**

// Releases the exclusive lock

Monitor.Exit**(**\_lock**)**;

**}**

**}**

**}**

**From C# 4, it is implemented slightly differently as shown below**

**static** **object** \_lock = new **object()**;

**public** **static** **void** AddOneMillion**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

**bool** lockTaken = **false**;

// Acquires the exclusive lock

Monitor.Enter**(**\_lock, **ref** lockTaken**)**;

**try**

**{**

Total++;

**}**

**finally**

**{**

// Releases the exclusive lock

**if** **(**lockTaken**)**

Monitor.Exit**(**\_lock**)**;

**}**

**}**

**}**

**So, in short, the lock is a shortcut and it’s the option for basic usage.** If we need more control to implement advanced multithreading solutions using TryEnter(), Wait(), Pulse(), & PulseAll() methods, then the Monitor class is our option.

**Explain why and how a deadlock can occur in multithreading with an example?**

This is one of the most frequently asked Deadlock Interview Questions in C#. Let’s say we have 2 threads Thread 1 and Thread 2 and 2 resources Resource 1 and Resource 2. Thread 1 has already acquired a lock on Resource 1 and wants to acquire a lock on Resource 2. At the same time, Thread 2 has already acquired a lock on Resource 2 and wants to acquire a lock on Resource 1. Two threads never give up their locks, hence a deadlock.
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**How to resolve a deadlock in a multithreaded program?**

There are several techniques to avoid and resolve deadlocks. For example

1. Acquiring locks in a specific defined order
2. Mutex class
3. Monitor.TryEnter() method

**What is AutoResetEvent and how it is different from ManualResetEvent?**

This is one of the most frequently asked Deadlock Interview Questions in C#.  The**AutoResetEvent** is used when we have to unlock only one single thread from several waiting blocked threads. Below are the differences from ManualResetEvent.

1. ManualResetEvent is used for unblocks many threads simultaneously. But AutoResetEvent is used for unblocks only one single thread.
2. You have to call Reset() method manually after calling Set() method to reset the ManualResetEvent. But AutoResetEvent Set() method automatically calls the Reset() method.

**What is the Semaphore?**

This is one of the most frequently asked Deadlock Interview Questions in C#. Semaphores are used when we have to restrict how many threads can enter a critical region. Semaphore is simply an int32 variable maintained by the kernel. We have initialized the Semaphore variable we specify the count of how many threads can enter into the critical region at a time. A thread waiting on a semaphore block when the semaphore is 0 and unblocks when the semaphore is greater than 0.

**class** Program

**{**

**static** Semaphore semaphore = new Semaphore**(**5, 5**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

Task.Factory.StartNew**(()** =**>**

**{**

**for** **(int** i = 1; i **<**= 15; ++i**)**

**{**

PrintSomething**(**i**)**;

**if** **(**i % 5 == 0**)**

**{**

Thread.Sleep**(**2000**)**;

**}**

**}**

**})**;

Console.ReadLine**()**;

**}**

**public** **static** **void** PrintSomething**(int** number**)**

**{**

semaphore.WaitOne**()**;

Console.WriteLine**(**number**)**;

semaphore.Release**()**;

**}**

**}**

When we create instantiate a semaphore object, we have to provide two parameters in the constructor. The first one is the InitialCount and the second one is MaximumCount. MaximumCount denotes the maximum number of threads that can enter concurrently. InitialCount denotes the initial number of threads which can enter the Semaphore directly.

Threads enter the semaphore by calling the WaitOne method and release the semaphore by calling the Release method. You can release multiple threads bypassing the count in the Release method. By default Release method takes one and only releases one thread.

**What is Mutex and how it is different from other Synchronization mechanisms?**

This is one of the most frequently asked Deadlock Interview Questions in C#. Mutex works similarly to AutoResetEvent and releases only one waiting thread at a time. In the AutoResetEvent any thread can call the Set() method and unblock a waiting thread. But the Mutex object remembers the thread which got the Mutex object and only that thread can release the Mutex.

Mutex object auto record the thread id which got the Mutex object and when a user calls the ReleaseMutex() method for releasing a Mutex object, it internally checks whether the releasing thread is same as the thread which got the Mutex object if yes, then only it releases the Mutex object else it throws an exception.

**Mutex famous example:** The mutex is like a key to a toilet. One person can have the key – occupy the toilet – at the time. When finished, the person gives (frees) the key to the next person in the queue.

**What is the Race condition?**

A race condition happens when two or more threads want to update shared data at the same time.

**What is the volatile keyword?**

Volatile is used for serializing the access of variables without using the synchronization primitives. You can use volatile with below types:

1. References type
2. Pointer types
3. Values types
4. IntPtr

**How can you share data between multiple threads?**

There are two ways to share data between multiple threads:

1. Concurrent collection classes
2. Using Synchronization Primitives

**What are Concurrent Collection Classes?**

.NET Framework class library comes with Concurrent collection classes so that multiple threads can share collection data between them without using synchronization primitives.

There are four types of Concurrent classes.

1. ConcurrentQueue
2. ConcurrentStack
3. ConcurrentDictionary
4. ConcurrentBag

**What is synchronization and why it is important?**

This is one of the most frequently asked Deadlock Interview Questions in C#. We use multiple threads to improve the performance of our application. When multiple threads shares data between there is a chance of data corruption. When one thread is writing to the variable another thread is reading the same variable at the same time there is a chance of reading corrupt data.

To stop the dirty reads we use synchronization primitives.

**Can you count some names of Synchronization primitives?**

1. Monitor
2. Mutex
3. Spinlock
4. ReaderWriterLock
5. Semaphore
6. AutoResetEvent
7. ManualResetEvent
8. Interlocked
9. CountDownEvent
10. Barrier

**What are the four necessary conditions for Deadlock?**

1. **Mutual Exclusion**: Resources involved must be unshareable between multiple threads.
2. **Hold and Wait**: Threads hold the resources they have allocated and waiting for the resources they want.
3. **No pre-emption**: If the thread locks the resource, other threads cannot take the resource until the thread releases it.
4. **Circular Wait**: A circular chain must exist in which each thread waiting for other threads to release resources.

**What is LiveLock?**

This is one of the most frequently asked Deadlock Interview Questions in C#. A livelock is very similar to a deadlock except for involved threads states are continually changing their state but still, they cannot complete their work.

A real-world example of livelock occurs when two people meet in a narrow corridor, and each tries to be polite by moving aside to let the other pass, but they end up swaying from side to side without making any progress because they both repeatedly move the same way at the same time.

**Exception Handling Interview Questions in C#**

**Exception Handling Interview Questions in C# with Answers**

In this article, I am going to discuss the most frequently asked **Exception Handling Interview Questions in C#** with Answers. Please read our previous article where we discussed the most frequently asked [**Multithreading and Deadlock Interview Questions in C#**](https://dotnettutorials.net/lesson/multi-threading-interview-questions/)with Answers. As part of this article, we are going to discuss the following Exception Handling Interview Questions in C# with Answers.

1. **Explain different types of errors in C#.**
2. **What is a Compilation Error and Runtime Error in C#?**
3. **What is an Exception?**
4. **Who is responsible for abnormal termination of the program whenever runtime errors occur?**
5. **What happens if an exception is raised in the program?**
6. **What CLR does when a logical mistake occurred in the program?**
7. **Explain Exception Handling?**
8. **Why we need exception handling?**
9. **What is the Exception Handling Procedure?**
10. **How can we handle the exception in .NET?**
11. **Explain the difference between Error and Exception in C#?**
12. **What is the difference between System exceptions and Application exceptions?**
13. **Explain about try-catch implementation.**
14. **Explain the Different Properties of the Exception class in C#.**
15. **Can we catch all exceptions using a single catch block?**
16. **When should we write multiple catch blocks for a single try block?**
17. **Explain about the finally block**
18. **Why we need finally block in the real-time project?**
19. **How many ways we can use try-catch and finally?**
20. **What happens if the finally block throws an exception?**
21. **What is the difference between the “throw” and “throw ex” in .NET?**
22. **What is Inner Exception?**

**Explain different types of errors in C#.**

When we write and execute our code in the .NET framework then there is possible of three types of error occurrences they are

1. Compilation errors
2. Runtime errors

**What is a Compilation Error in C#?**

An error that occurs in a program at the time of compilation is known as the compilation error. These errors occur due to syntax mistakes under the program.

These errors occur by typing the wrong syntax like missing double quotes and terminators, typing wrong spelling for keywords, assigning wrong data to a variable, trying to create an object for abstract class and interface, etc.

That means this error occurs due to the poor understanding of the programming language. These errors can be identified by the programmer and can be rectified before the execution of the program only. So these errors do not cause any harm to the program execution.

**What is Runtime Error in C#?**

The errors which are occurred at the time of program execution are called as a runtime error. These errors are like entering wrong data into a variable, trying to open a file for which there is no permission, trying to connect to the database with wrong user id and password, the wrong implementation of logic, missing of required resources, etc.

The Runtime errors are dangerous because whenever they occur in the program, the program terminates abnormally on the same line where the error gets occurred without executing the next line of code.

**What is an Exception?**

A runtime error is known as an exception. An exception cannot be identified and rectified by the programmer. The exception will cause abnormal termination of the program execution.

So these errors (exceptions) are very dangerous because whenever an exception occurs in the programs the program gets terminated abnormally on the same line where the error gets occurred without executing the next line of code.

**Who is responsible for abnormal termination of the program whenever runtime errors occur?**

The Objects of exception classes are responsible for abnormal termination of the program whenever runtime errors occur. These exception classes are predefined under BCL where a separate class is provided for each and every different type of exception like

1. IndexOutOfRangeException
2. FormatException
3. NullReferenceException
4. DivideByZeroException
5. FileNotFoundException
6. SQLException,
7. OverFlowException, etc.

Each exception class provides specific exception error message.

All exception classes are responsible for abnormal termination of the program as well as after abnormal termination of the program they will be displaying an error message which specifies the reason for abnormal termination i.e. they provide an error message specific to that error.

Whenever a runtime error occurs in a program, first the exception manager under CLR identifies the type of error that occur in the program, creates an object of the exception class related with that error and throws that object which will immediately terminate the program abnormally on the line where error got occur and display the error message related with that class.

**What happens if an exception is raised in the program?**

Program execution is terminated abnormally. It means statements placed after exception causing statement are not executed but the statements placed before that exception causing statement are executed by CLR.

**What CLR does when a logical mistake occurred in the program?**

This is one of the frequently asked Exception Handling Interview Questions in C#.

It creates an exception class object that is associated with that logical mistake and terminates the current method execution by throwing that exception object by using the “throw” keyword.

So we can say an exception is an event that occurs during the execution of a program that disrupts the normal flow of instruction execution.

**Below program shows program execution without exception:**

**namespace** *ExceptionHandlingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int** a = 20;

**int** b = 10;

**int** c;

Console.WriteLine**(**"A VALUE = " + a**)**;

Console.WriteLine**(**"B VALUE = " + b**)**;

c = a / b;

Console.WriteLine**(**"C VALUE = " + c**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Below program shows program execution with exception:**

**namespace** *ExceptionHandlingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int** a = 20;

**int** b = 0;

**int** c;

Console.WriteLine**(**"A VALUE = " + a**)**;

Console.WriteLine**(**"B VALUE = " + b**)**;

c = a / b;

Console.WriteLine**(**"C VALUE = " + c**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**  
**a value = 20**  
**b value = 0**  
**DivideByZeroException was unhandled Attempt to divide by zero.**

**Explanation:**CLR terminates this program execution by throwing DivideByZeroException because the logical mistake we committed is dividing integer number by integer zero. As we know it is not possible to divide an integer number by zero.

From the above program, we can define the exception technically as “An exception is an event because when an exception is raised CLR internally executes some logic to prepare that exception related messages”.

The exception is a signal because by looking into exception message developer will take necessary actions against that exception. An exception is an object because for throwing exception CLR or we should create an appropriate class object.

**Is the above exception message is user understandable?**

Definitely, no, the user cannot understand the above exception message because they are .NET based exception messages. So the user cannot take further decision alone to resolve the above problem. The developer should guide to solve the above problem.

**What is the solution for the above problem?**

It is developer responsibility to convert .NET exception messages into user understandable message format. To solve this problem developer should write exception handling code in a .NET program. Using exception handling code, the developer can catch the exception and can print and pass user understandable messages.

**What is Exception Handling in C#?**

This is one of the frequently asked Exception Handling Interview Questions in C#.

The process of catching the exception for converting CLR given exception message to end-user understandable message or for stopping the abnormal termination of the program whenever runtime errors are occurring is called exception handling. Once we handle an exception under a program we will be getting following advantages

1. We can stop the abnormal termination
2. We can perform any corrective action that may resolve the problem occurring due to abnormal termination.
3. Displaying a user-friendly error message, so that the client can resolve the problem provided if it is under his control.

**Why we need exception handling in C#?**

In projects, an exception is handled

1. To stop the abnormal termination of the program
2. To provide user understandable messages when an exception is raised. So that users can make the decision without the help of developers.

Basically, by implementing Exception handling we are providing life to a program to talk to the user on behalf of a developer.

**What is the Exception Handling Procedure?**

Exception handling is a 4 steps procedure

1. Preparing the exception objects appropriate to the current logical mistake.
2. Throwing that exception to the appropriate exception handler.
3. Catching that exception
4. Taking necessary actions against that exception

**How can we handle the exception in .NET?**

There are three methods to handle the exception in .NET

1. Logical implementation
2. Try catch implementation
3. On error go to implementation

**Explain the difference between Error and Exception in C#?**

This is one of the frequently asked Exception Handling Interview Questions in C#.

Exceptions are those which can be handled at the runtime whereas errors cannot be handled.

An exception is an object of a type deriving from the System.Exception class. The exception is thrown by the CLR (Common Language Runtime) when errors occur that are nonfatal and recoverable by user programs. It is meant to give you an opportunity to do something with a throw statement to transfer control to a catch clause in a try block.

The error is something that most of the time we cannot handle it. Errors are the unchecked exception and the developer is not required to do anything with these. Errors normally tend to signal the end of our program, it typically cannot be recovered from and should cause us to exit from the current program. It should not be caught or handled.

All the Errors are Exceptions but the reverse is not true. In general, Errors are which nobody can control or guess when it happened on the other hand Exception can be guessed and can be handled.

**What is the difference between System exceptions and Application exceptions?**

System exceptions are derived directly from a base class System.SystemException. A System-level Exception is normally thrown when a nonrecoverable error has occurred.

Application exceptions can be user-defined exceptions thrown by the applications. If you are designing an application that needs to create its own exceptions class, you are advised to derive custom exceptions from the System.ApplicationException class. It is typically thrown when a recoverable error has occurred.

**What is the logical implementation?**

In this method, we handle the exception by using logical statements. In real-time programming, the first and foremost important always given to logical implementation. If it is not possible to handle an exception using logical implementation then we use try-catch implementation.

**Program to handle an exception using logical implementation.**

**namespace** *ExceptionHandlingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

b = **int**.Parse**(**Console.ReadLine**())**;

**int** a, b, c;

Console.WriteLine**(**"ENTER ANY TWO NUBERS"**)**;

a = **int**.Parse**(**Console.ReadLine**())**;

**if** **(**b == 0**)**

**{**

Console.WriteLine**(**"second number should not be zero"**)**;

**}**

**else**

**{**

c = a / b;

Console.WriteLine**(**"C VALUE = " + c**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

In the above example when the user entered the second number as zero exception will be raised and that is handled using logical implementation.

But while we are entering two numbers instead of the number if we entered any character then it will give you one exception that FormatException which is not handled in this program. So to handle such type of exception we need to go for Try catch implementation.

**Explain about try-catch implementation.**

To implement the try-catch implementation .NET provides three keywords

1. Try
2. Catch
3. finally

**try:**try keyword establishes a block in which we need to write the exception causing and its related statements. That means exception causing statements must be placed in the try block so that we can handle and catch that exception for stopping abnormal termination and to display end-user understandable messages.

**Catch:**The catch block is used to catch the exception that is thrown from its corresponding try block. It has logic to take necessary actions on that caught exception.

Catch block syntax looks like a constructor. It does not take accessibility modifier, normal modifier, return type. It takes a single parameter of type Exception.

Inside catch block, we can write any statement which is legal in .NET including raising an exception. If the catch block is used without an exception class then it is known as a generic catch block. If the catch block is used with exception class then it is known as a specific catch block.

**Finally:**Finally establishes a block that definitely executes statements placed in it. Statements that are placed in finally block are always executed irrespective of the way the control is coming out from the try block either by completing normally or throwing an exception by catching or not catching.

**SYNTAX TO USE TRY CATCH:**
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**Once we enclose the code under try and catch blocks the execution takes place as following**

If all the statements under try are executed successfully from the last statement of trying the control directly jumps to the first statement that is present after the catch block (after all catch blocks) without executing catch block (it means there is no runtime error in the code at all ).

If any of the statements in the try causes an error from that statement without executing any other statements in try control directly jumps to the catch blocks searching for a catch block to handle that exception.

If a proper catch block is available that can handle the exception and abnormal termination stops there, executes the code under the catch block and from there again it jumps to the first statement after all the catch blocks. If a matching catch is not available abnormal termination occurs again.

**Explain the Properties of the Exception class.**

The exception class has 3 properties are as follows

1. **Message**: This property will store about the reason why the exception has occurred.
2. **Source**: This store name of the application from where the exception has been raised.
3. **Helplink**: This is used to provide a link to any file /URL to give helpful information to the user when an exception is raised.

**Example to show the use of Exception (superclass of all exception classes) class as an argument in catch blocks.**
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In the above example, the superclass exception is used to handle the exception. But if we use super of any exception class when there is any relevant class is available, it will kill the execution performance of the program. So any time doesn’t use the superclass of an exception class to handle an exception when there is a relevant exception class is available.

**Can we catch all exceptions using a single catch block?**

Yes, we can catch all exceptions with a single catch block with parameter “Exception”. We should use this catch block only for stopping abnormal termination irrespective of the exceptions thrown from its corresponding try block.

It is always recommended to write catch blocks with exception parameters even though we are writing multiple catch blocks. It acts as a backup catch block.

**When should we write multiple catch blocks for a single try block?**

We should write multiple catch blocks for a single try block because of the following reasons

1. To print message specific to an exception or
2. To execute some logic specific to an exception

**Explain about the finally block.**

Finally establishes a block that definitely executes statements placed in it. The Statements which are placed in finally block are always executed irrespective of the way the control is coming out from the try block either by completing normally or throwing the exception by catching or not catching.

**Why we need finally block in the real-time project?**

As per coding standard in finally block we should write resource releasing logic or clean up the code. Resource releasing logic means un-referencing objects those are created in the try block. For example, in real time projects, we create ADO.NET objects in the try block and at the end of the try block, we must close these objects.

Since the statements written in try and catch block are not guaranteed to be executed we must place them in finally block. For example, if we want to close ADO objects such as Connection object, Command object, etc. we must call the close() method in both try as well as in catch block to guarantee its execution.

Instead of placing the same close() method call statements in multiple places if we write it in finally block it is always executed irrespective of the exception raised or not raised.

**How many ways we can use try catch and finally?**

In can use in three different combinations

1. **Try and catch:** In this case, execution will be handled and stopping the abnormal termination.
2. **The Try, catch and finally:** In this case also exception will be handled stopping the abnormal termination along with the statements that are placed within the finally block gets executed at any cost.
3. **Try and finally:** In this case abnormal will not stop when a runtime error occurs because exceptions are not handled but even if the abnormal termination occurs also finally blocks get executed.

**What happens if the finally block throws an exception?**

The exception propagates up and should be handled at a higher level. If the exception is not handled at a higher level, the application crashes. The “finally” block execution stops at the point where the exception is thrown.

In the example below, notice that the **“finally”**block in the **“Hello()”**method throws an exception. **Hello()**method is being called in the **Main()** method and we don’t have any exception handling mechanism in place in the Main() method. So, the application crashes with the exception.

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

Hello**()**;

**}**

**public** **static** **void** Hello**()**

**{**

**try**

**{**

// Some code

**}**

**catch**

**{**

// Some code

**}**

**finally**

**{**

Console.WriteLine**(**"This line will be executed"**)**;

**int** result = Convert.ToInt32**(**"TEN"**)**;

Console.WriteLine**(**"This line will NOT be executed"**)**;

**}**

**}**

**}**

On the other hand, if you include exception handling mechanism(try/catch) in the **Main()**method, then you will have the opportunity to handle the exception.

**public** **static** **void** Main**()**

**{**

**try**

**{**

Hello**()**;

**}**

**catch** **(**Exception ex**)**

**{**

// Process and log the exception

Console.WriteLine**(**ex.Message**)**;

**}**

**}**

**Irrespective of whether there is an exception or not “finally” block is guaranteed to execute.**

1. If the **“finally”**block is being executed after an exception has occurred in the try block,
2. and if that exception is not handled
3. and if the finally block throws an exception

**Then the original exception that occurred in the try block is lost.**

Here is an example:

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

**try**

**{**

Hello**()**;

**}**

**catch** **(**Exception ex**)**

**{**

Console.WriteLine**(**ex.Message**)**;

**}**

**}**

**public** **static** **void** Hello**()**

**{**

**try**

**{**

// This exception will be lost

**throw** new Exception**(**"Exception in TRY block"**)**;

**}**

**finally**

**{**

**throw** new Exception**(**"Exception in FINALLY block"**)**;

**}**

**}**

**}**

**What is the difference between the “throw” and “throw ex” in .NET?**

throw re-throws the exception that was caught, and preserves the stack trace. throw ex-throws the same exception, but resets the stack trace to that method. Unless you want to reset the stack trace (i.e. to shield public callers from the internal workings of your library), the throw is generally the better choice, since you can see where the exception originated.

Throw Syntax:

**try**

**{**

// do some operation that can fail

**}**

**catch** **(**Exception ex**)**

**{**

// do some local cleanup

**throw**;

**}**

//Throw ex Syntax:

**try**

**{**

// do some operation that can fail

**}**

**catch** **(**Exception ex**)**

**{**

// do some local cleanup

**throw** ex;

**}**

**What is Inner Exception?**

The InnerException property returns the Exception instance (original exception) that caused the current exception.

To look at the **inner exception**, we have to make this program cause an exception to fail. To do that you have 3 options

1. Enter a Character instead of a number (Causes Format Exception)
2. Or Enter a very big number that an integer cannot hold (Causes Over Flow Exception)
3. Or Enter Zero for Second Number (Causes Divide By Zero Exception)

**class** ExceptionHandling

**{**

**public** **static** **void** Main**()**

**{**

**try**

**{**

**try**

**{**

Console.WriteLine**(**"Enter First Number"**)**;

**int** FN = Convert.ToInt32**(**Console.ReadLine**())**;

Console.WriteLine**(**"Enter Second Number"**)**;

**int** SN = Convert.ToInt32**(**Console.ReadLine**())**;

**int** Result = FN / SN;

Console.WriteLine**(**"Result = {0}", Result**)**;

**}**

**catch** **(**Exception ex**)**

**{**

string filePath = @"C:\Sample Files\Log.txt";

**if** **(**File.Exists**(**filePath**))**

**{**

StreamWriter sw = new StreamWriter**(**filePath**)**;

sw.Write**(**ex.GetType**()**.Name + ex.Message + ex.StackTrace**)**;

sw.Close**()**;

Console.WriteLine**(**"There is a problem! Plese try later"**)**;

**}**

**else**

**{**

//To retain the original exception pass it as a parameter

//to the constructor, of the current exception

**throw** new FileNotFoundException**(**filePath + " Does not Exist", ex**)**;

**}**

**}**

**}**

**catch** **(**Exception ex**)**

**{**

//ex.Message will give the current exception message

Console.WriteLine**(**"Current or Outer Exception = " + ex.Message**)**;

//Check if inner exception is not null before accessing Message property

//else, you may get Null Reference Excception

**if** **(**ex.InnerException != **null)**

**{**

Console.WriteLine**(**"Inner Exception = ", ex.InnerException.Message**)**;

**}**

**}**

**}**

**}**